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Introduction




        An aspiring iOS developer faces three basic hurdles:
    
	
            You must learn the Objective-C language. Objective-C is a small and simple
                extension to the C language. After the first four chapters of this book, you will have a working knowledge of Objective-C.
            

	
                You must master the big ideas. These include things like
                memory management techniques, delegation, archiving, and the proper use of view
                controllers. The big ideas take a few days to understand. When you reach the halfway point of this book, you will understand these big ideas.
        

	                
                You must master the frameworks. The eventual goal is to
                know how to use every method of every class in every framework in iOS.
                This is a project for a lifetime: there are over 3000 methods and more than 200
                classes available in iOS. To make things even worse, Apple adds new
                classes and new methods with every release of iOS. In this book, you will be introduced to each of the subsystems that make up the iOS SDK, but we will not 
                study each one deeply. Instead, our goal is get you to the point where you can search and understand Apple’s reference documentation.
        




    
We have used this material many times at our iOS Development Bootcamp at Big Nerd
        Ranch. It is well-tested and has helped hundreds of people become iOS application developers. We
        sincerely hope that it proves useful to you.
Prerequisites



This book assumes that you are already motivated to learn to write iOS apps. We
            won’t spend any time convincing you that the iPhone, the iPad, and the iPod touch are compelling pieces of
            technology.
We also assume that you know the C programming language and something about
            object-oriented programming. If this is not true, you should probably start with an
            introductory book on C and Objective-C, such as Objective-C Programming: The Big Nerd Ranch Guide.


What’s Changed in the Third Edition?



This edition assumes that the reader is using Xcode 4.3 and running applications on an iOS 5 device or simulator. 
With iOS 5, automatic reference counting (ARC) is the default memory management for iOS. We’ve redone the memory management chapter to address ARC, and we use ARC throughout the book. 
You’ll find new chapters on using gesture recognizers, storyboards, NSRegularExpression, and iCloud. We’ve also added two chapters dedicated to the the Model-View-Controller-Store design pattern, which we use at Big Nerd Ranch and believe is well-suited for many iOS applications. 
Besides these obvious changes, we made thousands of tiny improvements that were inspired by questions from our readers and our students. Every page of this book is just a little better than the corresponding page from the second edition.

Our Teaching Philosophy



This book will teach you the essential concepts of iOS programming. At the same time, you’ll type in a lot of code and build a bunch of applications. By the end of the book, you’ll have knowledge and experience. However, all the knowledge shouldn’t (and, in this book, won’t) come first. That’s sort of the traditional way we’ve all come to know and hate. Instead, we take a learn-while-doing approach. Development concepts and actual coding go together. 
Here’s what we’ve learned over the years of teaching iOS programming:
	We’ve learned what ideas people must have to get started programming, and we focus on that subset.

	We’ve learned that people learn best when these concepts are introduced as they are needed.

	We’ve learned that programming knowledge and experience grow best when they grow together.

	We’ve learned that “going through the motions” is much more important than it sounds. Many times we’ll ask you to start typing in code before you understand it. We get that you may feel like a trained monkey typing in a bunch of code that you don’t fully grasp. But the best way to learn coding is to find and fix your typos. Far from being a drag, this basic debugging is where you really learn the ins and outs of the code. That’s why we encourage you to type in the code yourself. You could just download it, but copying and pasting is not programming. We want better for you and your skills.



What does this mean for you, the reader? To learn this way takes some trust. And we appreciate yours. It also takes patience. As we lead you through these chapters, we will try to keep you comfortable and tell you what’s happening. However, there will be times when you’ll have to take our word for it. (If you think this will bug you, keep reading – we’ve got some ideas that might help.) Don’t get discouraged if you run across a concept that you don’t understand right away. Remember that we’re intentionally not providing all the knowledge you will ever need all at once. If a concept seems unclear, we will likely discuss it in more detail later when it becomes necessary. And some things that aren’t clear at the beginning will suddenly make sense when you implement them the first (or the twelfth) time. 
People learn differently. It’s possible that you will love how we hand out concepts on an as-needed basis. It’s also possible that you’ll find it frustrating. In case of the latter, here are some options:
        
	Take a deep breath and wait it out. We’ll get there, and so will you. 

	Check the index. We’ll let it slide if you look ahead and read through a more advanced discussion that occurs later in the book. 

	Check the online Apple documentation. This is an essential developer tool, and you’ll want plenty of practice using it. Consult it early and often.

	If it’s Objective-C or object-oriented programming concepts that are giving you a hard time (or if you think they will), you might consider backing up and reading our Objective-C Programming: The Big Nerd Ranch Guide.



    
        

How To Use This Book



This book is based on the class we teach at Big Nerd Ranch.  As such, it was designed to be consumed in a certain manner. 
Set yourself a reasonable goal, like “I will do one chapter every day.” When you sit down to attack a chapter, find a quiet place where you won’t be interrupted for at least an hour.  Shut down your email, your Twitter client, and your chat program. This is not a time for multi-tasking; you will need to concentrate.
Do the actual programming. You can read through a chapter first, if you’d like. But the real learning comes when you sit down and code as you go. You will not really understand the idea until you have written a program that uses it and, perhaps more importantly, debugged that program. 
A couple of the exercises require supporting files.  For example, in the first chapter you will need an icon for your Quiz application, and we have one for you. You can download the resources and solutions to the exercises from http://www.bignerdranch.com/​solutions/​iOSProgramming3ed.zip.
There are two types of learning.  When you learn about the Civil War, you are simply adding details to a scaffolding of ideas that you already understand.  This is what we will call “Easy Learning”.  Yes, learning about the Civil War can take a long time, but you are seldom flummoxed by it.  Learning iOS programming, on the other hand, is “Hard Learning,” and you may find yourself quite baffled at times, especially in the first few days. In writing this book, we have tried to create an experience that will ease you over the bumps in the learning curve.  Here are two things you can do to make the journey easier:

	Find someone who already knows how to write iOS applications and will answer your questions.  In particular, getting your application onto the device the first time is usually very frustrating if you are doing it without the help of an experienced developer.

	Get enough sleep. Sleepy people don’t remember what they have learned.






Using an eBook




      If you’re reading this book on a eReader,
      we want to point out that reading the code may be tricky at times.
      Longer lines of code will wrap to a second line
      based on the current font size.
      This bothers us because we’re really conscientious at Big Nerd Ranch
      about the way our code appears on the page.
      Clear visual patterns in code make code easier to understand.
    

      When you get to the point where you’re actually typing in code,
      we suggest opening the book on your Mac in Adobe Digital Editions.
      (Adobe Digital Editions is a free eReader application you can download
      from http://www.adobe.com/products/digitaleditions/.)
      Make the application window large enough that
      you can see the code with no wrapping lines.
      You will also be able to see the figures in full detail.
    

      The longest lines of code in this book are 86 monospace characters.
      Use the following sample to see how your eReader displays them.

[​y​u​m​m​y​I​c​e​C​r​e​a​m​ ​a​d​d​T​o​p​p​i​n​g​s​W​i​t​h​A​r​r​a​y​:​[​N​S​A​r​r​a​y​ ​a​r​r​a​y​W​i​t​h​O​b​j​e​c​t​s​:​c​a​r​a​m​e​l​,​ ​v​a​n​i​l​l​a​,​ ​n​i​l​]​]​;​


      You can play with your eReader's settings to find the best for viewing long code lines.
    

      If you are reading on the iPad with iBooks,
      we recommend you go to the Settings app, select iBooks,
      and set Full Justification  OFF
      and Auto-hyhenation  OFF.
      Unfortunately, iBooks always displays two pages in landscape mode
      so the only way to see the code with no wrapping
      is to hold the device in portrait mode
      and select the smallest (and it is quite small) font.
    

How This Book Is Organized



In this book, each chapter addresses one or more ideas of iOS development followed by hands-on practice. For more coding practice, we issue challenges towards the end of each chapter. We encourage you to take on at least some of these. They are excellent for firming up the concepts introduced in the chapter and making you a more confident iOS programmer. Finally, most chapters conclude with one or two “For the More Curious” sections that explain certain consequences of the concepts that were introduced earlier.
        
Chapter 1 introduces you to iOS programming as you build and deploy a tiny application. You’ll get your feet wet with Xcode and the iOS simulator along with all the steps for creating projects and files. The chapter includes a discussion of Model-View-Controller and how it relates to iOS development.
Chapters 2 and 3 provide an overview of Objective-C and memory management. Although you won’t create an iOS application in these two chapters, you will build and debug a tool called RandomPossessions to ground you in these concepts. 
In Chapters 4 and 5, you will learn about the Core Location and MapKit frameworks  and create a mapping application called Whereami. You will also get plenty of experience with the important design pattern of delegation as well as working with protocols, frameworks, object diagrams, the debugger, and the Apple documentation.
Chapters 6 and 7 focus on the iOS user interface with the Hypnosister and HypnoTime applications. You will get lots of practice working with views and view controllers as well as implementing panning, zooming, and navigating between screens using a tab bar.
In Chapter 8, you will create a smaller application named HeavyRotation while learning about notifications and how to implement autorotation in an application. You will also use autoresizing to make HeavyRotation iPad-friendly.
Chapter 9 introduces the largest application in the book – Homepwner. (By the way, “Homepwner” is not a typo; you can find the definition of “pwn” at www.urbandictionary.com.) This application keeps a record of your possessions in case of fire or other catastrophe. Homepwner will take nine chapters total to complete.
In Chapters 9, 10, and 15, you will build experience with tables. You will learn about table views, their view controllers, and their data sources. You will learn how to display data in a table, how to allow the user to edit the table, and how to improve the interface.
Chapter 11 builds on the navigation experience gained in Chapter 7. You will learn how to use UINavigationController, and you will give Homepwner a drill-down interface and a navigation bar.
In Chapter 12, you’ll learn how to take pictures with the camera and how to display and store images in Homepwner. You’ll use NSDictionary and UIImagePickerController.
In Chapter 13, you’ll learn about UIPopoverController for the iPad and modal view controllers. In addition, you will make Homepwner a universal application – an application that runs natively on both the iPhone and the iPad.
Chapter 14 delves into ways to save and load data. In particular, you will archive data in the Homepwner application using the NSCoding protocol. The chapter also explains the transitions between application states, such as active, background, and suspended.
Chapter 16 is an introduction to Core Data.  You will change the Homepwner application to store and load its data using an NSManagedObjectContext.
Chapter 17 introduces the concepts and techniques of internationalization and localization. You will learn about NSLocale, strings tables, and NSBundle as you localize parts of Homepwner. This chapter will complete the Homepwner application.
In Chapter 18, you will use NSUserDefaults to save user preferences in a persistent manner.
In Chapters 19 and 20, you’ll create a drawing application named TouchTracker to learn about touch events. You’ll see how to add multi-touch capability and how to use UIGestureRecognizer to respond to particular gestures.  You’ll also get experience with the first responder and responder chain concepts and more practice with NSDictionary.
In Chapter 21, you’ll learn how to use Instruments to optimize the performance of your applications.  This chapter also includes explanations of  Xcode schemes and the static analyzer.
Chapters 22 and 23 introduce layers and the Core Animation framework with a brief return to the HypnoTime application to implement animations. You will learn about implicit animations and animation objects, like CABasicAnimation and CAKeyframeAnimation.
Chapter 24 covers a new feature of iOS for building applications called storyboards. You’ll piece together an application using UIStoryboard and learn more about the pros and cons of using storyboards to construct your applications.
Chapter 25 ventures into the wide world of web services as you create the Nerdfeed application. This application fetches and parses an RSS feed from a server using NSURLConnection and NSXMLParser.  Nerdfeed will also display a web page in a UIWebView.
In Chapter 26, you will learn about UISplitViewController and add a split view user interface to Nerdfeed to take advantage of the iPad’s larger screen size. 
Chapter 27 will teach you about the how and why of blocks – an increasingly important feature of the iOS SDK. You’ll create a simple application to prepare for using blocks in Nerdfeed in the next chapter.
In Chapters 28 and 29, you will change the architecture of the Nerdfeed application so that it uses the Model-View-Controller-Store design pattern. You’ll learn about request logic and how to best design an application that communicates with external sources of data.
In Chapter 30, you’ll learn how to enable an application to use iCloud to synchronize and back up data across a user’s iOS devices.

Style Choices



This book contains a lot of code.  We have attempted to make that code and the designs behind it exemplary. We have done our best to follow the idioms of the community, but at times we have wandered from what you might see in Apple’s sample code or code you might find in other books.  You may not understand these points now, but it is best that we spell them out before you commit to reading this book:


	
    There is an alternative syntax for calling accessor methods known as dot-notation.  In this book, we will explain dot-notation, but we will not use it. For us and for most beginners, dot-notation tends to obfuscate what is really happening.

	
    In our subclasses of UIViewController, we always change the designated initializer to init.  It is our opinion that the creator of the instance should not need to know the name of the XIB file that the view controller uses, or even if it has a XIB file at all.

	
    We will always create view controllers programmatically.  Some programmers will instantiate view controllers inside XIB files.  We’ve found this practice leads to projects that are difficult to comprehend and debug.

	
    We will nearly always start a project with the simplest template project: the empty application. The boilerplate code in the other template projects doesn’t follow the rules that precede this one, so we think they make a poor basis upon which to build.




We believe that following these rules makes our code easier to understand and easier to maintain.  After you have worked through this book (where you will do it our way), you should try breaking the rules to see if we’re wrong.


Typographical Conventions



 To make this book easier to read, certain items appear in certain font
      styles. Class names, method names, and function names appear in bold and slightly smaller than
      the default size. Class names start with capital letters, and method names start with
      lowercase letters. In this book, method and function names will be formatted the same for
      simplicity’s sake. For example, “In the loadView method of the
          RexViewController class, use the NSLog
        function to print the value to the console.”
    
 Variables, constants, types, and file names appear in a smaller size but are
      not bold. So you’ll see, “The variable fido will be of type
          float. Initialize it to M_PI.”
    
 Menu choices and buttons appear in a smaller size and are grey. For example,
        “Open Xcode and select New Project... from the File menu. Select Window-based Application and then click
          Choose....”
    
All code blocks will be in a fixed-width font. 
          Code that you need to type in is always bold. 
          For example, in the following code, you would type in everything but the first and last lines.
         (Those lines are already in the code and appear here to let you know where to add the new stuff.)

@​i​n​t​e​r​f​a​c​e​ ​Q​u​i​z​A​p​p​D​e​l​e​g​a​t​e​ ​:​ ​N​S​O​b​j​e​c​t​ ​<​U​I​A​p​p​l​i​c​a​t​i​o​n​D​e​l​e​g​a​t​e​>​ ​{​
 ​ ​ ​ ​i​n​t​ ​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​;​

 ​ ​ ​ ​/​/​ ​T​h​e​ ​m​o​d​e​l​ ​o​b​j​e​c​t​s​
 ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​q​u​e​s​t​i​o​n​s​;​
 ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​a​n​s​w​e​r​s​;​

 ​ ​ ​ ​/​/​ ​T​h​e​ ​v​i​e​w​ ​o​b​j​e​c​t​s​
 ​ ​ ​ ​I​B​O​u​t​l​e​t​ ​U​I​L​a​b​e​l​ ​*​q​u​e​s​t​i​o​n​F​i​e​l​d​;​
 ​ ​ ​ ​I​B​O​u​t​l​e​t​ ​U​I​L​a​b​e​l​ ​*​a​n​s​w​e​r​F​i​e​l​d​;​
 ​ ​ ​ ​U​I​W​i​n​d​o​w​ ​*​w​i​n​d​o​w​;​
}​


          Code you should delete is struck through:

 ​ ​ ​ ​i​n​t​ ​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​;​


    

Necessary Hardware and Software





       
You can only develop iOS apps on an Intel Mac.  You will need to download Apple’s iOS SDK, which includes Xcode (Apple’s Integrated Development Environment), the iOS simulator, and other development tools.
You should join Apple’s iOS Developer Program, which costs $99/year, for three reasons:


	Downloading the latest developer tools is free for members.

	Only signed apps will run on a device, and only members can sign apps. If you want to test your app on your device, you will need to join.

	You can’t put an app in the store until you are a member.




    If you are going to take the time to work through this entire book, membership in the iOS Developer Program is, without question, worth the cost. Go to http://developer.apple.com/​programs/​ios/ to join.
What about iOS devices? Most of the applications you will develop in the first half of the book are for the iPhone, but you will be able to run them on an iPad. On the iPad screen, iPhone applications appear in an iPhone-sized window. Not a compelling use of the iPad, but that’s okay when you’re starting with iOS. In these first chapters, you’ll be focused on learning the fundamentals of the iOS SDK, and these are the same across iOS devices. Later in the book, we’ll look at some iPad-only options and how to make applications run natively on both iOS device families.
      
Excited yet? Good. Let’s get started.

1
A Simple iOS Application




        In this chapter, you are going to write your first iOS application. You probably won’t
        understand everything that you are doing, and you may feel stupid just going through the
        motions. But going through the motions is enough for now. Mimicry is a powerful form of
        learning; it is how you learned to speak, and it is how you’ll start iOS
        programming. As you become more capable, you can experiment and challenge yourself to do
        creative things on the platform. For now, just do what we show you. The details will be
        explained in later chapters.
    

        When you are writing an iOS application, you must answer two basic questions: 
        
	
                How do I get my objects created and configured properly? (Example: “I want a
                button here entitled Show Estimate.”)
            

	
                How do I deal with user interaction? (Example: “When the user presses the
                button, I want this piece of code to be executed.”)
            



         
        Most of this book is dedicated to answering these questions.
    

        When an iOS application starts, it puts a view on the screen.
        You can think of this view as the background on which everything else appears: buttons, labels,
        etc. Buttons and labels are also views. In fact, anything that can appear to the user is a view.
    

        
        
        The iOS SDK is an object-oriented library, and views are represented by
        objects. Each view
        is an instance of one of several subclasses of the UIView class. For example, a
        button is an instance of UIButton, which is a subclass of
            UIView. (We will discuss objects, instances, and classes in detail in Chapter 2.)
    
        
        For your first iOS application, you will visually create and configure your view objects.
        This application, called Quiz, will show a user a question and then reveal the answer when the user presses a button. Pressing another 
        button will show a new question (Figure 1.1).
    
Figure 1.1  Your first application: Quiz
[image: Your first application: Quiz]


Creating an Xcode Project




            Open Xcode and, from the File menu, select New and then New Project.... 
        

            A new workspace window will appear, and a sheet will slide from its toolbar with several application templates to choose from. 
            On the lefthand side, select Application from the iOS section. From the choices that appear, select Single View Application 
            and press the Next button (Figure 1.2). (Apple changes these templates and their names often. If you do not see the same options for selecting 
            a template, either now or later in the book, check our forums at http://forums.bignerdranch.com for instructions on how to proceed.)
        
Figure 1.2  Creating a new project
[image: Creating a new project]



            On the next pane, enter Quiz for the Product Name and com.bignerdranch as the Company Identifier. (Or replace bignerdranch with your company name). Enter Quiz in the Class Prefix field, and from the pop-up menu labeled Device Family, select iPhone. We only want the box labeled Use Automatic Reference Counting checked, so uncheck the others. Once your screen looks like Figure 1.3, press Next.
        
Figure 1.3  Naming a new project
[image: Naming a new project]



We chose iPhone for this application’s device family, but Quiz will run on the iPad, too. It will run in an iPhone-sized window that does not make the most of the iPad screen, but that’s okay for now. For the applications in the first part of this book, we will stick with the iPhone device family template. In these chapters, you’ll be focused on learning the fundamentals of the iOS SDK, and these are the same across devices. Later, we will look at some iPad-only options and how to make applications run natively on both iOS device families.
        

            Now another sheet will appear asking you to save the project. Save the project in the directory where you plan to store all of the exercises in this book. You can uncheck the box that creates a local git repository, but keeping it checked doesn’t hurt anything.)
        

            Once the project is created, it will open in the Xcode workspace window (Figure 1.4). 

Figure 1.4  Xcode workspace window
[image: Xcode workspace window]



            (Feeling overwhelmed by the number of buttons, views, and gadgets in the workspace? Don’t worry – in this chapter, we’ll cover a few in detail, and we’ll cover others 
            later as they are needed. In the meantime, you can mouse over any of the buttons for a brief description of what it does.)
        

            Take a look at the lefthand side of the workspace window. This area is 
            called the navigator area, and it displays different navigators – tools that show you different pieces of your project. You can choose which 
            navigator to use by selecting one of the icons in the navigator selector, which is the bar just above the navigator area. 
        

            The navigator currently open is the 
            project navigator. (If the project navigator is not visible, click the [image: Xcode workspace window] icon in the navigator selector.)
            The project navigator shows you the files that make up your project (Figure 1.5). 
            These files can be grouped into folders to help you organize your project. A few groups have been 
            created by the template for you; you can rename them whatever you want or add new ones.
            The groups are purely for the organization of files and do not correlate to the filesystem in any way. 
        
Figure 1.5  Quiz application’s files in the project navigator
[image: Quiz application’s files in the project navigator]




Building Interfaces




            Now you’re going to create the user interface for Quiz using Xcode’s visual tool for building interfaces.
            In many GUI builders on other platforms, you describe what you want an application to look
            like and then press a button to generate a bunch of code. Xcode’s 
            interface builder is different. It is an object editor: you create and configure view objects and then save them into an archive. The archive is a XIB (pronounced “zib”) file. 
        

            A XIB file is an XML representation of the archived objects. When you build a project, the XIB file 
            is compiled into a NIB file. Developers work with XIB files (they’re easier to edit), and 
            applications use NIB files (they’re smaller and easier to parse). However, most iOS developers use the words XIB and NIB interchangeably.
        

            When you build an application, the compiled NIB file is copied into the application’s bundle. 
            The bundle is a directory containing the application’s executable and any resources the executable uses.
        

            When your application reads in, or loads, the NIB file from the bundle at runtime, the objects in the archive are
            brought to life. Your first application will have only one NIB file, and it will be loaded 
            when the application first launches. A complex application, however, can have many NIB files that are loaded as they are needed.
        

            In the project navigator, find and select the file named QuizViewController.xib.
            When you open this (or any) XIB file from the project navigator, the editor area displays a dock view and a canvas.
            The dock view is on the lefthand side of the editor area, and it shows the objects in 
            the XIB file. You can expand the dock view into an outline by clicking the disclosure button in the bottom left corner 
            of the canvas (Figure 1.6). The dock shows fewer details and is useful when screen real estate is running low.
            However, for learning purposes, it is easier to see what is going on in the outline view.
        
Figure 1.6  Editing a XIB file in Xcode
[image: Editing a XIB file in Xcode]



            Right now, the outline view shows that QuizViewController.xib contains three objects: 
        
	File's Owner
	 
                        This is the object that will have access to the objects archived in the XIB file.
                        It will be an instance of QuizViewController, which is the object responsible 
                        for managing events that occur on this interface.
                    
                    
                    

	First Responder
	
                        This object doesn’t have much use in iOS right now; it is
                        a relic from Desktop Cocoa. You can ignore it.
                

	View
	
                        An instance of UIView that represents the application interface.
                    
                




            The canvas portion of the editor area is for viewing and manipulating the layout of your interface. Click on the 
            View object in the outline view to display it on the canvas. You can move the view
            by dragging in the blue-shaded area around it. Note that moving the view doesn’t 
            change anything about the actual object; it just re-organizes the canvas. You can also close the view by clicking on 
            the x in its top left corner. Again, this doesn’t delete the view; it just removes it 
            from the canvas. You can get it back by selecting it again in the outline view.
        

            The view object in Figure 1.6 is the foundation of your user interface and appears exactly as it will in your application. 
            Flip back to Figure 1.1, and you’ll see that Quiz needs four additional interface elements: two text labels and two buttons. 
        

            
            To add these elements, you need to get to the 
            utilities area. In the top-right corner of Xcode’s toolbar, find the [image: Editing a XIB file in Xcode] buttons labeled View. These buttons toggle the navigator, debug area, and utilities area. Click the right button to reveal the utilities area 
            (Figure 1.4).
        

            The utilities area appears to the right of the editor area and has two sections: the inspector and the library. The top section is the inspector, which 
            contains settings for the file that is currently displayed in the editor area. The bottom section is the library, 
            which lists items you can add to a file or project. You can change the relative sizes of these sections by dragging the line between them.
        

            At the top of each section is a selector for different types of inspectors and libraries (Figure 1.7).
            From the library selector, select the [image: Editing a XIB file in Xcode]
            icon to reveal the object library. This library
            contains the objects you can add to a XIB file.  
        
Figure 1.7  Xcode utilities area
[image: Xcode utilities area]



            In the library, find the Label object. (It may be right at the top; if not, scroll down the list or use the search bar at 
            the bottom of the library.) Then select the label in the library and drag it onto the view object that is already on the canvas. 
            Position this label in the center of the view, near the top.
            Your interface now includes a label, and in the outline view, notice that there is now a Label underneath the View.
        

            Next, drag another label onto the view  and position it in the center closer to the bottom. Then, find 
            Round Rect Button in the library and drag two buttons onto the view. Position one below each label.
            You can resize an object by selecting it and then dragging its corners and edges. Make all four objects wide enough that they span most of the window.
        

            Now let’s give the buttons helpful titles. 
            You can edit the title of a button simply by double-clicking it. Change the top button to Show Question and 
            the bottom button to Show Answer. You can edit the text of a label the same way; delete the text in the top label so that it is blank and have the bottom label display ???. Your interface should look like the one in 
            Figure 1.8.
        
Figure 1.8  Adding buttons and labels to the view
[image: Adding buttons and labels to the view]



            The labels and buttons are objects (of type UILabel and UIButton), and objects have instance variables that specify their behavior and appearance.     
            For example, when you entered a title for the top button, you set that button’s title instance variable. You 
            can edit a few of these instance variables directly on the canvas, but most must be edited in the attributes inspector.  Select the bottom label and then click the [image: Adding buttons and labels to the view]
            icon in the inspector selector to reveal the attributes inspector.  
        

           In the attributes inspector,  you can set the instance variables of the selected object. For example, labels have a textAlignment instance variable. The default is left-aligned, but we want this text to be centered. Near the top of this inspector, find the segmented 
            control for alignment. Select the centered text option, as shown in Figure 1.9. 
        
Figure 1.9  Centering the label text
[image: Centering the label text]



            Notice the ??? is now centered in the bottom label. Now center the text in the top label. (There’s no text now, but there will be in the running application.)
            

            Your application’s interface now looks like it should, but before we start writing code, let’s dive into some programming theory.
        

Model-View-Controller




            You may hear iOS programmers mention the Model-View-Controller pattern. What this means is every object you 
            create is exactly one of the following: a model object, a view object, or a controller object. 
        

            View objects are visible to the user. In Quiz, the buttons, labels, and the view they are placed on top of are all view objects. 
            Views are usually standard UIView subclasses (UIButton, UISlider), 
            but you will sometimes write custom view classes. These typically have names like DangerMeterView or
            IncomeGraphView.
        

            Model objects hold data and know nothing about the user interface. In this application, the model 
            objects will be two lists of strings: the questions array and the answers array. Figure 1.10 
            displays the object diagram of the Quiz application’s model objects. 
        
Figure 1.10  Diagram of model objects in Quiz
[image: Diagram of model objects in Quiz]



            Model objects typically use standard collection classes (NSArray, NSDictionary,
            NSSet) and standard value types (NSString, NSDate,
            NSNumber). But there can be custom classes, which typically have names that sound like data-bearing 
            objects, such as InsurancePolicy or PlayerHistory. 
        

            View and model objects are the factory workers of an application – they focus tightly on specific tasks. 
            For example, an instance of UILabel (a view object) knows how to display text in a given font within 
            a given rectangle. An NSString instance (a model object) knows how to store a character string. But the label doesn’t know what text it should display, and the string doesn’t know what characters it should store.
        

            This is where controller objects come in. Controllers are the managers in an application. They keep the view and model objects in sync,
            control the “flow” of the application, and save the model objects out to the filesystem (Figure 1.11). 
            Controllers are the least reusable classes 
            that you will write, and they tend to have names like ScheduleController and ScoreViewController. 
        
Figure 1.11  MVC pattern
[image: MVC pattern]


 
            When you create a new iOS project from a template, the template automatically 
            makes a controller object for you. For Quiz, this controller is the QuizViewController. 
            Most applications have more than one controller object, but a simple application like Quiz only needs one. 
            (Actually, the template creates another controller for Quiz – the QuizAppDelegate. 
            Every iOS application has an “app delegate” object, and it is the primary controller of the application. However, to keep things simple, 
            we won’t use the app delegate until Chapter 6.) 
        

            One of the QuizViewController’s tasks will be 
            showing the user a new question when the Show Question button is tapped. Tapping this button will trigger a method in 
            the QuizViewController. This method will retrieve a new question from an array of questions and place that question 
            in the top label. These interactions are laid out in the object diagram for Quiz shown in Figure 1.12. 
            
Figure 1.12  Object diagram for Quiz
[image: Object diagram for Quiz]



            This diagram is the big picture of Quiz. It’s okay if it doesn’t make perfect sense yet; it will make more by the end of the chapter.
        

Declarations




            To manage its relationships and responsibilities, the QuizViewController object needs five instance variables and two methods. In this section, you 
            will declare these in the QuizViewController header file, QuizViewController.h.
        
Declaring instance variables



                 
                Here are the five instance variables QuizViewController
                needs: 
	questions
	a pointer to an NSMutableArray containing
                                instances of NSString

	answers
	a pointer to another NSMutableArray
                                containing instances of NSString

	currentQuestionIndex
	an int that holds the index of the current question
                                in the questions array

	questionField
	a pointer to the UILabel object where the
                                current question will be displayed

	answerField
	a pointer to the UILabel object where the
                                current answer will be displayed




                In the project navigator, select QuizViewController.h to open the file in the editor. Add the following code: a set of curly brackets and, inside the brackets,
                the declarations for the five instance variables. Notice the bold type? In this book, code that you need to add is always bold; 
                the code that’s not bold is there to tell you where to type in the new stuff.


@​i​n​t​e​r​f​a​c​e​ ​Q​u​i​z​V​i​e​w​C​o​n​t​r​o​l​l​e​r​ ​:​ ​U​I​V​i​e​w​C​o​n​t​r​o​l​l​e​r​
{​
 ​ ​ ​ ​i​n​t​ ​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​;​

 ​ ​ ​ ​/​/​ ​T​h​e​ ​m​o​d​e​l​ ​o​b​j​e​c​t​s​
 ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​q​u​e​s​t​i​o​n​s​;​
 ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​a​n​s​w​e​r​s​;​

 ​ ​ ​ ​/​/​ ​T​h​e​ ​v​i​e​w​ ​o​b​j​e​c​t​s​ ​-​ ​d​o​n​'​t​ ​w​o​r​r​y​ ​a​b​o​u​t​ ​I​B​O​u​t​l​e​t​ ​-​
 ​ ​ ​ ​/​/​ ​w​e​'​l​l​ ​t​a​l​k​ ​a​b​o​u​t​ ​i​t​ ​s​h​o​r​t​l​y​
 ​ ​ ​ ​I​B​O​u​t​l​e​t​ ​U​I​L​a​b​e​l​ ​*​q​u​e​s​t​i​o​n​F​i​e​l​d​;​
 ​ ​ ​ ​I​B​O​u​t​l​e​t​ ​U​I​L​a​b​e​l​ ​*​a​n​s​w​e​r​F​i​e​l​d​;​
}​

@​e​n​d​


                (Scary syntax? Feelings of dismay? Don’t panic – you will learn more about the Objective-C
                language in the next chapter. For now, just keep going.) 
            

Declaring methods




                Each of the buttons needs to trigger a method in the QuizViewController. A method is a lot like a function – a list of instructions to be executed. Declare two methods in
                    QuizViewController.h. Add this code after the curly brackets and before the @end.


@​i​n​t​e​r​f​a​c​e​ ​Q​u​i​z​V​i​e​w​C​o​n​t​r​o​l​l​e​r​ ​:​ ​U​I​V​i​e​w​C​o​n​t​r​o​l​l​e​r​
{​
 ​ ​ ​ ​i​n​t​ ​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​;​

 ​ ​ ​ ​/​/​ ​T​h​e​ ​m​o​d​e​l​ ​o​b​j​e​c​t​s​
 ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​q​u​e​s​t​i​o​n​s​;​
 ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​a​n​s​w​e​r​s​;​

 ​ ​ ​ ​/​/​ ​T​h​e​ ​v​i​e​w​ ​o​b​j​e​c​t​s​
 ​ ​ ​ ​I​B​O​u​t​l​e​t​ ​U​I​L​a​b​e​l​ ​*​q​u​e​s​t​i​o​n​F​i​e​l​d​;​
 ​ ​ ​ ​I​B​O​u​t​l​e​t​ ​U​I​L​a​b​e​l​ ​*​a​n​s​w​e​r​F​i​e​l​d​;​
}​

-​ ​(​I​B​A​c​t​i​o​n​)​s​h​o​w​Q​u​e​s​t​i​o​n​:​(​i​d​)​s​e​n​d​e​r​;​
-​ ​(​I​B​A​c​t​i​o​n​)​s​h​o​w​A​n​s​w​e​r​:​(​i​d​)​s​e​n​d​e​r​;​

@​e​n​d​


                Save QuizViewController.h. 
            

                What do IBOutlet and IBAction do in the declarations you just entered?  They allow you to connect your controller and your view objects in the XIB file. 
            


Making Connections




            A connection lets one object know where another object is in memory so that the two objects can work together. 
            When the Quiz application loads QuizViewController.xib, the view objects that make up the interface and the QuizViewController 
            have no idea how to reach each other. The QuizViewController
            needs to know where the labels are in memory so that it can tell them what to display. The buttons 
            need to know where the QuizViewController is so that they can report when they are tapped.
            Your objects need connections.
        

            Figure 1.13 shows the connections for Quiz. Some have  
            already been made by the template (between the view outlet of QuizViewController and
            the UIView instance, for example), and some were made implicitly (dragging objects onto the view object in the XIB file
            set up connections between the view and the buttons and labels). However, you still have a few more connections to make to get your objects communicating properly.    
        
Figure 1.13  Current connections and needed connections
[image: Current connections and needed connections]


 
            Here are the missing connections:
         
	
                QuizViewController, the controller object, must have pointers to the
                    UILabel instances so it can tell them what to display.
                

	
                    The UIButton instances must have pointers to the QuizViewController 
                    so they can send messages to the controller when tapped.
                




        
Setting pointers




                Let’s start with the connections to the UILabel instances. The instance of QuizViewController has a pointer 
                called questionField. You want questionField to point to the instance of UILabel at the top of the view.
            

                Select QuizViewController.xib in the project navigator to reopen it. In the outline view, find the File's Owner object (which is standing in for the QuizViewController). Right-click or Control-click on the File's Owner
                to bring up the connections panel (Figure 1.14). Then drag from the circle beside questionField 
                to the UILabel.
                
Figure 1.14  Setting questionField
[image: Setting questionField]



            

                (If you do not see questionField here, double-check your QuizViewController.h file for typos. 
                Did you end each line with a semicolon? Have you saved the file since you added questionField?)
            

                Now when this XIB file is loaded when the application launches,
                the QuizViewController’s questionField pointer will automatically point to this
                instance of UILabel. This will allow the QuizViewController to talk to the label it calls questionField.
                This is the label on top of the screen.
            

                Next, drag from the circle beside answerField to the other UILabel (Figure 1.15).
                    
Figure 1.15  Setting answerField
[image: Setting answerField]


 
                Notice that you drag from the object with the pointer
                 to the object that you want that pointer to point
                at. Also, notice that the pointers that appear in the connections panel are the ones that you 
                decorated with IBOutlet in QuizViewController.h.
            

Setting targets and actions




                When a UIButton is tapped, it sends a message to
                another object. The object that is sent the message is called the target. The message is called the action, and it is the name
                of the method that tapping the button should trigger. So the button needs answers to two questions:
                “Who’s the target?” and “What’s the action?”   For the Show Question button, we want the target to be
                QuizViewController and the action to be
                    showQuestion:.
            

               To set an object’s target and
                action, you Control-drag from the object to its target. When you release the mouse, the target is set, and a pop-up
                menu appears that lets you choose the action. Select the Show Question button and 
                Control-drag (or right-drag) to the
                 File's Owner (QuizViewController). Once File's Owner is highlighted, release the mouse button and choose
                    showQuestion: from the pop-up menu, as shown in Figure 1.16. Notice that the choices in this menu are the
                methods you decorated with IBAction in QuizViewController.h. 
                
                
                
Figure 1.16  Setting Show Question target/action
[image: Setting Show Question target/action]



                Now set the target and action of the Show Answer button.
                Select the button and Control-drag from the button to the File's Owner. Then choose
                    showAnswer: from the pop-up menu (Figure 1.17). 
            
Figure 1.17  Setting Show Answer target/action
[image: Setting Show Answer target/action]



Summary of connections




                               
                There are now five connections between your QuizViewController
                and other objects. You’ve set the pointers answerField and questionField to point at the labels. That’s two. The
                QuizViewController is the target for both buttons. That’s four. The project’s template made one additional 
                connection: the view outlet of QuizViewController is connected to the View object that represents
                the background of the application. That makes five. 
            

                You can check these connections in the connections inspector. Select the File's Owner in the outline view and then click the [image: Summary of connections]
                icon in the inspector selector to reveal the connections inspector in the utilities area. 
                (Figure 1.18).
                
                
Figure 1.18  Checking connections in the Inspector
[image: Checking connections in the Inspector]



            

                Your XIB file is complete. The view objects have
                been created and configured, and all
                the necessary connections have been made to the controller object. Save your XIB file, and let’s move on to writing methods. 
            


Implementing Methods




            Methods and instance variables are declared in the header file (in this case, QuizViewController.h), 
            but the actual code for the methods is placed in the implementation file (in this case, QuizViewController.m). 
            Select QuizViewController.m in the project navigator.
        

            When you create a new application in Xcode, the template fills in a lot of boiler-plate code. This code may be useful for you later on,
            but for now, it is distracting. So we’re going to remove it. In QuizViewController.m, delete everything between the @implementation
            and @end directives so that QuizViewController.m looks like this:
            
@​i​m​p​l​e​m​e​n​t​a​t​i​o​n​ ​Q​u​i​z​V​i​e​w​C​o​n​t​r​o​l​l​e​r​

@​e​n​d​


        

            When the application launches, the QuizViewController will be sent the message initWithNibName:bundle:. In QuizViewController.m, implement the initWithNibName:bundle:
            method by adding the following code that creates two arrays and fills them with questions and answers. 

@​i​m​p​l​e​m​e​n​t​a​t​i​o​n​ ​Q​u​i​z​V​i​e​w​C​o​n​t​r​o​l​l​e​r​

-​ ​(​i​d​)​i​n​i​t​W​i​t​h​N​i​b​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​i​b​N​a​m​e​O​r​N​i​l​ ​b​u​n​d​l​e​:​(​N​S​B​u​n​d​l​e​ ​*​)​n​i​b​B​u​n​d​l​e​O​r​N​i​l​
{​
 ​ ​ ​ ​/​/​ ​C​a​l​l​ ​t​h​e​ ​i​n​i​t​ ​m​e​t​h​o​d​ ​i​m​p​l​e​m​e​n​t​e​d​ ​b​y​ ​t​h​e​ ​s​u​p​e​r​c​l​a​s​s​
 ​ ​ ​ ​s​e​l​f​ ​=​ ​[​s​u​p​e​r​ ​i​n​i​t​W​i​t​h​N​i​b​N​a​m​e​:​n​i​b​N​a​m​e​O​r​N​i​l​ ​b​u​n​d​l​e​:​n​i​b​B​u​n​d​l​e​O​r​N​i​l​]​;​
 ​ ​ ​ ​i​f​ ​(​s​e​l​f​)​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​C​r​e​a​t​e​ ​t​w​o​ ​a​r​r​a​y​s​ ​a​n​d​ ​m​a​k​e​ ​t​h​e​ ​p​o​i​n​t​e​r​s​ ​p​o​i​n​t​ ​t​o​ ​t​h​e​m​
 ​ ​ ​ ​ ​ ​ ​ ​q​u​e​s​t​i​o​n​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​a​n​s​w​e​r​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​A​d​d​ ​q​u​e​s​t​i​o​n​s​ ​a​n​d​ ​a​n​s​w​e​r​s​ ​t​o​ ​t​h​e​ ​a​r​r​a​y​s​
 ​ ​ ​ ​ ​ ​ ​ ​[​q​u​e​s​t​i​o​n​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​W​h​a​t​ ​i​s​ ​7​ ​+​ ​7​?​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​a​n​s​w​e​r​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​1​4​"​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​[​q​u​e​s​t​i​o​n​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​W​h​a​t​ ​i​s​ ​t​h​e​ ​c​a​p​i​t​a​l​ ​o​f​ ​V​e​r​m​o​n​t​?​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​a​n​s​w​e​r​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​M​o​n​t​p​e​l​i​e​r​"​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​[​q​u​e​s​t​i​o​n​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​F​r​o​m​ ​w​h​a​t​ ​i​s​ ​c​o​g​n​a​c​ ​m​a​d​e​?​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​a​n​s​w​e​r​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​G​r​a​p​e​s​"​]​;​
 ​ ​ ​ ​}​

 ​ ​ ​ ​/​/​ ​R​e​t​u​r​n​ ​t​h​e​ ​a​d​d​r​e​s​s​ ​o​f​ ​t​h​e​ ​n​e​w​ ​o​b​j​e​c​t​
 ​ ​ ​ ​r​e​t​u​r​n​ ​s​e​l​f​;​
}​

@​e​n​d​


As you work through this book, you will type a lot of code. Notice that as you were typing this code, Xcode was ready to fill in parts of it for you. For example, when you started typing
           initWithNibName:bundle:,
            it suggested this method before you could finish. You can hit the Return key to accept Xcode’s suggestion or select another suggestion from the pop-up box that appears.
        

However, there are two things to watch out for when using code-completion. First, when you accept a code-completion suggestion for a method that takes arguments, Xcode puts placeholders
            in the areas for the arguments. 

Placeholders are not valid code, and you have to replace them to build the application. This can be confusing because placeholders often have the same names that you want your arguments to have. So the text of the code looks completely correct, but you get an error. 
        

            Figure 1.19 shows two placeholders you might have seen when typing in the previous code.
Figure 1.19  Example of code-completion placeholder and errors
[image: Example of code-completion placeholder and errors]



See the nibNameOrNil and nibBundleOrNil in the first line of the implementation of initWithNibName:bundle:? Those are placeholders. You can tell because they are inside slightly-shaded, rounded rectangles. The fix is to delete the placeholders and type in arguments of your own (with the same names). The rounded rectangles will go away, and your code will be correct and valid.

            Second, don’t blindly accept the first suggestion Xcode gives you without verifying 
            it. Cocoa Touch uses naming conventions, which often cause distinct methods, types, and variables to have very similar names. Many times, the code-completion will suggestion something 
            that looks an awful lot like what you want, but it is not the code you are looking for. Always double-check.
        

            Now back to your code. In the declarations in QuizViewController.h, neither questions 
            or answers is labeled IBOutlet. 
            This is because the objects that questions 
        and answers point to are created and configured programmatically in the code above instead of in the XIB file. This is a standard practice: view objects 
        are typically created in XIB files, and model objects are always created programmatically.
            
In addition to the  initWithNibName:bundle: method, we need two action methods for when the buttons are tapped. In QuizViewController.m, 
          add the following code after the implementation of initWithNibName:bundle:. Make sure this code is before the @end directive but not inside the curly brackets of the initWithNibName:bundle: implementation.


 ​ ​ ​ ​.​.​.​
 ​ ​ ​ ​/​/​ ​R​e​t​u​r​n​ ​t​h​e​ ​a​d​d​r​e​s​s​ ​o​f​ ​t​h​e​ ​n​e​w​ ​o​b​j​e​c​t​
 ​ ​ ​ ​r​e​t​u​r​n​ ​s​e​l​f​;​
}​

-​ ​(​I​B​A​c​t​i​o​n​)​s​h​o​w​Q​u​e​s​t​i​o​n​:​(​i​d​)​s​e​n​d​e​r​
{​
 ​ ​ ​ ​/​/​ ​S​t​e​p​ ​t​o​ ​t​h​e​ ​n​e​x​t​ ​q​u​e​s​t​i​o​n​
 ​ ​ ​ ​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​+​+​;​

 ​ ​ ​ ​/​/​ ​A​m​ ​I​ ​p​a​s​t​ ​t​h​e​ ​l​a​s​t​ ​q​u​e​s​t​i​o​n​?​
 ​ ​ ​ ​i​f​ ​(​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​ ​=​=​ ​[​q​u​e​s​t​i​o​n​s​ ​c​o​u​n​t​]​)​ ​{​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​G​o​ ​b​a​c​k​ ​t​o​ ​t​h​e​ ​f​i​r​s​t​ ​q​u​e​s​t​i​o​n​
 ​ ​ ​ ​ ​ ​ ​ ​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​ ​=​ ​0​;​
 ​ ​ ​ ​}​

 ​ ​ ​ ​/​/​ ​G​e​t​ ​t​h​e​ ​s​t​r​i​n​g​ ​a​t​ ​t​h​a​t​ ​i​n​d​e​x​ ​i​n​ ​t​h​e​ ​q​u​e​s​t​i​o​n​s​ ​a​r​r​a​y​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​q​u​e​s​t​i​o​n​ ​=​ ​[​q​u​e​s​t​i​o​n​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​]​;​

 ​ ​ ​ ​/​/​ ​L​o​g​ ​t​h​e​ ​s​t​r​i​n​g​ ​t​o​ ​t​h​e​ ​c​o​n​s​o​l​e​
 ​ ​ ​ ​N​S​L​o​g​(​@​"​d​i​s​p​l​a​y​i​n​g​ ​q​u​e​s​t​i​o​n​:​ ​%​@​"​,​ ​q​u​e​s​t​i​o​n​)​;​

 ​ ​ ​ ​/​/​ ​D​i​s​p​l​a​y​ ​t​h​e​ ​s​t​r​i​n​g​ ​i​n​ ​t​h​e​ ​q​u​e​s​t​i​o​n​ ​f​i​e​l​d​
 ​ ​ ​ ​[​q​u​e​s​t​i​o​n​F​i​e​l​d​ ​s​e​t​T​e​x​t​:​q​u​e​s​t​i​o​n​]​;​

 ​ ​ ​ ​/​/​ ​C​l​e​a​r​ ​t​h​e​ ​a​n​s​w​e​r​ ​f​i​e​l​d​
 ​ ​ ​ ​[​a​n​s​w​e​r​F​i​e​l​d​ ​s​e​t​T​e​x​t​:​@​"​?​?​?​"​]​;​
}​

-​ ​(​I​B​A​c​t​i​o​n​)​s​h​o​w​A​n​s​w​e​r​:​(​i​d​)​s​e​n​d​e​r​
{​
 ​ ​ ​ ​/​/​ ​W​h​a​t​ ​i​s​ ​t​h​e​ ​a​n​s​w​e​r​ ​t​o​ ​t​h​e​ ​c​u​r​r​e​n​t​ ​q​u​e​s​t​i​o​n​?​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​a​n​s​w​e​r​ ​=​ ​[​a​n​s​w​e​r​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​c​u​r​r​e​n​t​Q​u​e​s​t​i​o​n​I​n​d​e​x​]​;​

 ​ ​ ​ ​/​/​ ​D​i​s​p​l​a​y​ ​i​t​ ​i​n​ ​t​h​e​ ​a​n​s​w​e​r​ ​f​i​e​l​d​
 ​ ​ ​ ​[​a​n​s​w​e​r​F​i​e​l​d​ ​s​e​t​T​e​x​t​:​a​n​s​w​e​r​]​;​
}​

@​e​n​d​


        

                    Flip back to Figure 1.12. This diagram should make a bit more sense now that you have all of the 
                    objects and the connections shown.
                

Build and Run on the Simulator




            Now you are ready to build the application and run it on the simulator. You can click the iTunes-esque play button in the top left 
            corner of the workspace, but you’ll be doing this often enough that it’s easier to remember and use the keyboard shortcut Command-R. Either way, make sure that the Simulator
            option is selected in the pop-up menu next to the play button (Figure 1.20).
        
Figure 1.20  Running the application
[image: Running the application]



            If there are any errors or warnings, you can view them in the issue navigator by selecting the [image: Running the application]
            icon in the navigator selector 
            (Figure 1.21). The keyboard shortcut for the issue navigator is Command-4. In fact, the shortcut for any navigator is Command plus the navigator’s position in the selector. For example, the project navigator is Command-1. 
        
Figure 1.21  Issue navigator with errors and warnings
[image: Issue navigator with errors and warnings]



            You can click on any issue in the issue navigator, and it will take you to the source file 
            and the line of code where the issue occurred. Find and fix any issues you have (i.e., code typos!) by comparing your code with the book’s
            and then build the application again. Repeat this process until your application compiles. 
        

            Once your application has compiled, it will launch in the iOS simulator. But before you play with it, you’ll want the console visible so that you can see the output of the log statements. To see the console,  reveal the debug area by clicking the middle button in the [image: Issue navigator with errors and warnings] group at the top right of the workspace window. 
        

            The console is on the righthand side of the debug area, and the variables view is on the left. You can toggle these panels with the [image: Issue navigator with errors and warnings] control in the top-right corner of the debug area Figure 1.22. You can also
            resize the debug area and its panels by dragging their frames. (In fact, you can resize any area in the workspace window this way.)       
        
Figure 1.22  Debug area expanded
[image: Debug area expanded]



            Play around with the Quiz application. You should be able to tap the Show Question button 
            and see a new question in the top label; tapping Show Answer should show the right answer. If your application isn’t 
            working as expected, double-check your connections in QuizViewController.xib and check the console output when you tap the buttons.
        

Deploying an Application




            Now that you’ve written your first iOS application and
            run it on the simulator, it’s time to deploy it to a device.
        

            To install an application on your development device, you need a developer
            certificate from Apple. Developer certificates are issued to registered iOS
            Developers who have paid the developer fee. This certificate grants you the ability to
            sign your code, which allows it to run on a device. Without a valid
            certificate, devices will not run your application. 
        
 
            Apple’s Developer Program Portal
                (http://developer.apple.com) contains all the
            instructions and resources to get a valid certificate. The interface for the set-up
            process is continually being updated by Apple, so it is fruitless to describe it
            in detail. Instead, use the Development Provisioning
            Assistant, a step-by-step guide available on the program portal. 
        

            Work through the Development Provisioning Assistant, paying careful
                attention to each screen. At the end, you will have added the required
            certificates to Keychain Access and the provisioning profile 
            to Xcode. 
        

            If you’re curious about what exactly is going on
            here, there are four important items in the provisioning process: 
            
	Developer Certificate
	
                        This certificate file is added to your Mac’s keychain using Keychain Access. 
                        It is used to digitally sign your code.
                    

	App ID
	
                                The application identifier is a string that uniquely identifies your
                                application on the App Store. Application identifiers typically look
                                like this: com.bignerdranch.AwesomeApp, where the
                                name of the application follows the name of your company. 
                            

                                The App ID in your provisioning profile must match the bundle
                                identifier of your application. A development profile,
                                like you just created, will have a wildcard character (*) for its App ID and
                                therefore will match any bundle identifier. To see the bundle identifier
                                for the Quiz application, select the project in the project navigator. Then select the 
                                Quiz target and the Summary pane.
                            

	Device ID (UDID)
	This identifier is unique for each iOS device.

	Provisioning Profile
	 
                            This is a file that lives on your development device and on your
                            computer. It references a Developer Certificate, a single App ID, and a
                            list of the device IDs for the devices that the application can be installed on. This file
                            is suffixed with .mobileprovision.




        
 
            When an application is deployed to a device, Xcode uses a provisioning profile on
            your computer to access the appropriate certificate. This certificate is used to sign
            the application binary. Then, the development device’s UDID is matched to one of the
            UDIDs contained within the provisioning profile, and the App ID is matched to the bundle
            identifier. The signed binary is then sent to your development device where it is
            confirmed by the same provisioning profile on the device and, finally, launched. 
            

            Open Xcode and plug your development device (iPhone, iPod touch, or iPad) into your computer. 
            This will automatically open the Organizer window, which you can re-open by clicking the
            [image: Deploying an Application]
            button from the top right corner of the workspace. You can select Devices
            from the top of the Organizer window to view all of the provisioning information. 
        

            To run the Quiz application on your device, you must tell
            Xcode to deploy to the device instead of the
            simulator. Locate the pop-up button named Scheme in the top left of the workspace window.
            Choose iOS Device from the right portion of the list, as shown in Figure 1.23. (If iOS Device is not an option, find 
            the choice that reads something like Joe Conway's iPhone.) Build and run your application (Command-R), and 
            it will appear on your device.
       
Figure 1.23  Choosing the device
[image: Choosing the device]



        

Application Icons




          Once the Quiz application is installed on your development device, return to the device’s Home screen. You’ll see that its icon is a plain
            white tile. Let’s give Quiz a
            better icon. 
        

            An application icon is a simple image that represents the application on the iOS desktop. Different devices require different sized icons, and these requirements are shown in Table 1.1.
 
            
Table 1.1  Application icon sizes by device
	Device	Application icon size
	iPhone/iPod touch without Retina display	57x57 pixels
	iPhone/iPod touch with Retina display	114x114 pixels
	iPad	72x72 pixels




            If you supply a single application icon image at 57x57 pixels,
            that image will be scaled up on devices where a larger icon is required. This is never good. A scaled-up icon will be pixellated and scream, 
            “We’re amateurs!” to your customers. Therefore, any application you deploy to the App Store should have an icon for every device class 
            on which it can run. 
        

            We have prepared two icon image files (sizes 57x57 and 114x114) for the Quiz application.
            You can download these icons (along with resources for other chapters) from
            http://www.bignerdranch.com/​solutions/​iOSProgramming3ed.zip. 
            Unzip iOSProgramming3ed.zip and find the Icon.png and the Icon@2x.png files in the Resources
            directory of the unzipped folder. (If you open these images, you’ll see that they aren’t glossy and don’t have rounded corners like other application icons. These
            effects are applied for you by the OS.)
        

            Now you’re going to add these icons to your application bundle as resources. In general, there are two kinds of files in an application: code and 
            resources. Code (like QuizViewController.h and QuizViewController.m) is used to create the application itself. Resources are things like images 
            and sounds that are used by the application at runtime. XIB files, which are read in at runtime, are also resources.
        

            In the project navigator, select the Quiz project, which is at the top of the list and slightly shaded. Then, in the editor area, 
            select Quiz from under the Targets heading. Finally, select Summary
            from the top of the editor area (Figure 1.24).
        
Figure 1.24  Adding the smaller icon in the Summary panel
[image: Adding the smaller icon in the Summary panel]



            This panel is where you can set a number of options for the application, including its icon. Drag the Icon.png file from 
             Finder onto the tile in the App Icons section. This will copy the Icon.png file into your project’s 
            directory on the filesystem and add a reference to that file in the project navigator. (You can Control-click on a file in the project navigator 
            and select the option to Show in Finder to confirm this.)
        
Next, drag the Icon@2x.png file from Finder onto the tile labeled Retina Display. (Note that there isn’t a tile here for the iPad because Quiz is an iPhone application.)

            Build and run the application again. After you exit the application, you should see the Quiz
            application with the BNR logo.
        

            When you dragged the image files onto the icon tiles, two things happened. First, the image files were added to your project. (You can verify this by returning to the 
            project navigator, where you’ll find Icon.png and Icon@2x.png in the list of files.)
            Second, two entries were made in the Quiz-Info.plist file. When you add an icon, the Icon files value is updated with the names 
            of the files you added. You can verify this by selecting Quiz-Info.plist and viewing it in the editor area. You can also select the Info item 
            next to Summary to see the same information.
        

Launch Images




             Another item you can set for an application in the Summary panel is the launch image, which appears 
            while an application is loading. (If you don’t supply a launch image, the user will see a black screen during this period.) 
                The launch image has a specific role on iOS: it conveys to the user that the application is indeed launching and depicts the user interface
                that the user will interact with once the application has finished launching. Therefore, a good launch image is a content-less screenshot 
                of the application. For example, the Weather application’s interface is a rounded square with the name of a city 
            and its current temperature; Weather’s launch image is just that rounded square. (Keep in mind that 
            the launch image is replaced after the application has launched; it does not become the background image of the application.)
        

            Xcode can grab a screenshot from your device, and you can use this screenshot as the launch image for Quiz.
            To get a screenshot, build and run Quiz on a device. Open the Organizer window in Xcode and locate 
            your device from the device list. (It will be the one with a green dot next to it.) Underneath your device, select the Screenshots item.
            In the bottom righthand corner of the editor area, click New Screenshot, and the screenshot will appear in the editor area. You can either drag this image 
            onto the Launch Images tile or click the Save as Launch Image button at the bottom of the Organizer window (Figure 1.25). (For most applications, 
            you will first have to edit the screenshot in an image-editing application to get the right look.)
        
Figure 1.25  Taking a screenshot with Xcode
[image: Taking a screenshot with Xcode]



        Build and run the application. As the application launches, you will briefly see the launch image.
        

            A launch image must fit the screen of the device it is being 
            launched on. Table 1.2 shows the different size images you will need for each type of device.
        
Table 1.2  Launch image sizes by device
	Device	Launch image size
	iPhone/iPod touch without Retina display	320x480 pixels
	iPhone/iPod touch with Retina display	640x960 pixels
	iPad	1024x768 pixels



   
            (Note that Table 1.2 lists the screen 
            resolutions of the devices; the real status bar is overlaid on top of the status bar in the launch image.)
        

            Just like with application icons, there are tiles for different-sized images 
            for each supported device. And, just like with icons, if you provide only one image, that image will be scaled to fit the device’s screen. So provide an image for every possible device.
        

            One thing the launch image should not do is display a splash screen for your company or application. While many applications (especially games) use splash screens as launch images, 
            here is the argument against it: The amount of time it takes to load any application depends on the hardware it is running on. Right now, 
            iOS devices aren’t very powerful, and a large application may take a few seconds to load. This gives the user ample time to ingest a launch image. 
            However, as iOS devices become more powerful, that launch image may only appear for a fraction of a second. This would appear as a disconcerting flash to users, 
            who would wonder, “Have I pressed something wrong? How do I go back to that screen?”
            There are infinite ways of expressing your creativity on the platform from within an application – the launch image isn’t one of them.
        

            Congratulations! You have written your first application and installed it on your
            device. Now it is time to dive into the big ideas that make it work.
        

2
Objective-C




        iOS applications are written in the Objective-C language using the Cocoa Touch library. Objective-C is a simple extension of
        the C language, and Cocoa Touch is a collection of Objective-C classes. This book assumes you know some C and understand the ideas of object-oriented
        programming. If C or object-oriented programming makes you feel uneasy, we recommend starting with 
        Objective-C Programming: The Big Nerd Ranch Guide.
    

        In this chapter, you will learn the basics of Objective-C and create an application called
        RandomPossessions. Even if you are familiar with Objective-C, you should still go through this chapter 
        to create the BNRItem class that you will use later in this book.
    
Objects




            Let’s say you need a way to represent a party. Your party has a few attributes that are unique to it, like a name, a date, and a list of invitees.  You can also ask the party to do things, like send an email reminder to all the invitees, print name tags, or cancel the party altogether.

            In C, you would define a structure to hold the data that describes a party.
            The structure would have data members – one for each of the party’s attributes.
            Each data member would have a name and a type. 
        

            To create an individual party, you would use the function malloc to allocate a chunk of memory 
            large enough to hold the structure. You would write C functions to set the value of its attributes and have it perform actions.
        

            In Objective-C, instead of using a structure to represent a party, you use a class. A class is like a cookie-cutter that produces objects. The Party class creates objects, and these objects are instances of the Party class. Each instance of the Party class can hold the data for a single party (Figure 2.1).
        
Figure 2.1  A class and its instances
[image: A class and its instances]



            An instance of Party, like all objects, is a chunk of data stored in memory, and it stores the values for its attributes in instance variables.  So an instance of Party might have the instance variables name, date, and budget.
        
A C structure is a chunk of memory, and an object is a chunk of memory.
            A C structure has data members, each with a name and a type.
            Similarly, an object has instance variables, each with a name and a type.
        

            But there is an important difference between a structure in C and a class in Objective-C: a class has methods.
            A method is similar to a function: it has a name, a return type, and a list of parameters that it expects. A method also has access to 
            an object’s instance variables. If you want an object to run the code in one of its methods, you send that object a message.


Using Instances




        In order to use an instance of a class (an object), you must have a variable that points to the object. A pointer variable stores the location of an object in memory, not the object itself. (It “points to” the object.) A variable that points to an object 
                is declared like so:
                
P​a​r​t​y​ ​*​p​a​r​t​y​I​n​s​t​a​n​c​e​;​


                This variable is named partyInstance. It is meant to be a pointer to an instance of the class 
                Party. However, this does not create a Party instance – only a variable 
                that can point to a Party object.
            
Creating objects




                An object has a life span: it is created, sent messages, and
                then destroyed when it is no longer needed.
            

                
                To create an object, you send an alloc message to a class.
                In response, the class creates an object in memory and gives you a pointer to it, and then you store that pointer in a variable:
            
P​a​r​t​y​ ​*​p​a​r​t​y​I​n​s​t​a​n​c​e​ ​=​ ​[​P​a​r​t​y​ ​a​l​l​o​c​]​;​


                Here an instance of type Party is created, and you
                are returned a pointer to it in the variable partyInstance. When you
                have a pointer to an instance, you can send messages to it. The first message you
                always send to a newly allocated instance is an initialization message.  Although sending an alloc message to a class creates an
                instance, the instance isn’t valid until it has been initialized. 
            
[​p​a​r​t​y​I​n​s​t​a​n​c​e​ ​i​n​i​t​]​;​


 Because an object must be allocated and initialized before it can be used, we
                always combine these two messages in one line.


P​a​r​t​y​ ​*​p​a​r​t​y​I​n​s​t​a​n​c​e​ ​=​ ​[​[​P​a​r​t​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​


            

                The code to the right of the assignment operator (=) says, “Create an instance of Party
                and send it the message init.” Both
                alloc and init return a pointer to
                the newly created object so that you have a reference to it. 
            

                Combining two messages in a single line of code is called a nested message
                send. The innermost brackets are evaluated first, so the message
                alloc is sent to the class
                Party first. This returns a new, uninitialized
                instance of Party that is then sent the message
                init. 
            

Sending messages



                
                What do you do with an instance that has been initialized? You send it more messages.
            

Let’s take a closer look at message anatomy. First of all, a message is always contained in square brackets. Within a pair of square brackets, a message has three parts:
                
                
	receiver
	a pointer to the object being asked to execute a method

	selector
	the name of the method to be executed

	arguments
	the values to be supplied as the parameters to the method




            

                A party might have a list of attendees that you can add to by sending the party the message addAttendee:.               
                
[​p​a​r​t​y​I​n​s​t​a​n​c​e​ ​a​d​d​A​t​t​e​n​d​e​e​:​s​o​m​e​P​e​r​s​o​n​]​;​


                
                Sending the addAttendee: message to partyInstance (the receiver) triggers the addAttendee: method (named by the selector) and passes in somePerson (an argument).
                
            
                
                The addAttendee: message has only one
                argument, but Objective-C methods can take a number of arguments or none at all.  The message
                init, for instance, has no arguments. 
            

                An attendee to a party might RSVP with an edible item. Thus, a party may have another method named addAttendee:withDish:. This message takes two arguments:
                the attendee and the dish the attendee plans to bring. Each argument is paired with a label in the selector, and each label ends with a colon. The selector is all of the labels taken together 
                (Figure 2.2).
            
Figure 2.2  Parts of a message send
[image: Parts of a message send]


 
                This pairing of labels and arguments is an important feature of Objective-C. In other languages, this method would look like this:
                
p​a​r​t​y​I​n​s​t​a​n​c​e​.​a​d​d​A​t​t​e​n​d​e​e​W​i​t​h​D​i​s​h​(​s​o​m​e​P​e​r​s​o​n​,​ ​d​e​v​i​l​e​d​E​g​g​s​)​;​


            

                In these languages, it isn’t completely obvious what each of the arguments sent to
                this function are. In Objective-C, however, each argument is paired with the appropriate
                label. 
                
[​p​a​r​t​y​I​n​s​t​a​n​c​e​ ​a​d​d​A​t​t​e​n​d​e​e​:​s​o​m​e​P​e​r​s​o​n​ ​w​i​t​h​D​i​s​h​:​d​e​v​i​l​e​d​E​g​g​s​]​;​


            

                It takes some getting used to, but eventually, Objective-C programmers appreciate 
                the clarity of arguments being interposed into the selector. The trick is to remember that for every pair of square brackets, there is only one message being sent. 
                Even though addAttendee:withDish: has two labels, it is still only one message, 
                and sending that message results in only one method being executed. 
            

                In Objective-C, the name of a method is what makes it unique. Therefore, a class cannot have two methods with the same name. 
                However, two methods can have the same individual label, as long as the name of 
                each method differs when taken as a whole. For example, our Party class has two methods, addAttendee:
                and addAttendee:withDish:. These are two distinct methods and do not share any code.
            

                Also, notice the distinction being made between a message and a method:
                a method is a chunk of code that can be executed, and a message is the act of asking a class or object to 
                execute a method. The name of a message always matches the name of the method to be executed.
            

Destroying objects




            To destroy an object, you set the variable that points at it to nil.
                
p​a​r​t​y​I​n​s​t​a​n​c​e​ ​=​ ​n​i​l​;​


            
             
                This line of code destroys the object pointed to by the
                partyInstance variable and sets the value of the partyInstance variable to nil. 
                (It’s actually a bit more complicated than that, and you’ll learn about the details of memory management in the next chapter.)
            

            The value nil is the zero pointer. (C programmers know it as NULL. Java programmers know it as
                null.) A pointer that has a value of nil is typically used to represent the absence of an object.
                For example, a party could have a venue. While the organizer of the party 
                is still determining where to host the party, venue would point to nil. This allows us to 
                do things like so:
                
i​f​ ​(​v​e​n​u​e​ ​=​=​ ​n​i​l​)​ ​{​
 ​ ​ ​ ​[​o​r​g​a​n​i​z​e​r​ ​r​e​m​i​n​d​T​o​F​i​n​d​V​e​n​u​e​F​o​r​P​a​r​t​y​]​;​
}​


                Objective-C programmers typically use the shorthand form of determining if a pointer is nil:
                
i​f​ ​(​!​v​e​n​u​e​)​ ​{​
 ​ ​ ​ ​[​o​r​g​a​n​i​z​e​r​ ​r​e​m​i​n​d​T​o​F​i​n​d​V​e​n​u​e​F​o​r​P​a​r​t​y​]​;​
}​


                Since the ! operator means “not,” this reads as “if there is not a venue” and will evaluate 
                to true if venue is nil.
            

                If you send a message to a variable that is nil, nothing happens. In other languages,
                sending a message to the zero pointer is illegal, so you see this sort of thing a lot:
            
/​/​ ​I​s​ ​v​e​n​u​e​ ​n​o​n​-​n​i​l​?​
i​f​ ​(​v​e​n​u​e​)​ ​{​
 ​ ​ ​ ​[​v​e​n​u​e​ ​s​e​n​d​C​o​n​f​i​r​m​a​t​i​o​n​]​;​
}​

 
                

                In Objective-C, this check is unnecessary because a message sent to nil
                is ignored. Therefore, you can simply send a message without a nil-check:
                
[​v​e​n​u​e​ ​s​e​n​d​C​o​n​f​i​r​m​a​t​i​o​n​]​;​


                If the venue hasn’t been chosen yet, you won’t send a confirmation anywhere. (A corollary: if your program isn’t doing anything when you think it
                should be doing something, an unexpected nil pointer is often the
                culprit.)
            


Beginning RandomPossessions




            Before you dive into the UIKit, the set of libraries for creating iOS
            applications, you’re going to write an application that will let you focus on the
            Objective-C language. Open Xcode and select File → New → New
                Project.... In the lefthand
            table in the Mac OS X section, click Application and then select Command Line Tool from the upper
            panel, as shown in Figure 2.3. Click the
            Next button. 
        
Figure 2.3  Creating a command line tool
[image: Creating a command line tool]



            (If there is no Command Line Tool choice, first make sure that you have selected Application from underneath the Mac OS X
            header. If Command Line Tool is still is not an option, visit our forums at 
            http://forums.bignerdranch.com. 
            Apple frequently changes the names 
            and style of these templates. We’ll keep you updated as the templates change.)
        

            On the next panel, name the product RandomPossessions, choose Foundation as its type, and make sure the box labeled Use Automatic Reference Counting is checked (Figure 2.4).
            Click Next, and you will be prompted to save the project. Save it some place safe – you will be reusing parts of this code 
            in future projects.
        
Figure 2.4  Naming the project
[image: Naming the project]


 
            One source file (main.m) has been created for you
            in the RandomPossessions group of the project navigator
            (Figure 2.5). 
            
Figure 2.5  Project navigator for command line tool template
[image: Project navigator for command line tool template]



            Click on main.m to open it in the editor area, and you’ll see that some code has been written for you – 
            most notably, a main function that is the entry point of any C or
            Objective-C application. 
        
 
            Time to put your knowledge of Objective-C basics to the test. Delete the line of code
            that NSLogs “Hello, World!” and replace it with lines that
            create and destroy an instance of the Objective-C class NSMutableArray. 


#​i​m​p​o​r​t​ ​<​F​o​u​n​d​a​t​i​o​n​/​F​o​u​n​d​a​t​i​o​n​.​h​>​

i​n​t​ ​m​a​i​n​ ​(​i​n​t​ ​a​r​g​c​,​ ​c​o​n​s​t​ ​c​h​a​r​ ​*​ ​a​r​g​v​[​]​)​
{​
 ​ ​ ​ ​@​a​u​t​o​r​e​l​e​a​s​e​p​o​o​l​ ​{​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​i​n​s​e​r​t​ ​c​o​d​e​ ​h​e​r​e​.​.​.​
 ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​H​e​l​l​o​,​ ​W​o​r​l​d​!​"​)​;​
 ​ ​ ​ ​ ​ ​ ​ ​
 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​C​r​e​a​t​e​ ​a​ ​m​u​t​a​b​l​e​ ​a​r​r​a​y​ ​o​b​j​e​c​t​,​ ​s​t​o​r​e​ ​i​t​s​ ​a​d​d​r​e​s​s​ ​i​n​ ​i​t​e​m​s​ ​v​a​r​i​a​b​l​e​
 ​ ​ ​ ​ ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​i​t​e​m​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​D​e​s​t​r​o​y​ ​t​h​e​ ​a​r​r​a​y​ ​p​o​i​n​t​e​d​ ​t​o​ ​b​y​ ​i​t​e​m​s​
 ​ ​ ​ ​ ​ ​ ​ ​i​t​e​m​s​ ​=​ ​n​i​l​;​
 ​ ​ ​ ​}​
 ​ ​ ​ ​r​e​t​u​r​n​ ​0​;​
}​


        
 
            Once you have an instance of NSMutableArray, you can send it
            messages, like addObject: and insertObject:atIndex:. In this code, the receiver is the items variable that points at the newly instantiated 
            NSMutableArray. Add a few strings to the array instance.


i​n​t​ ​m​a​i​n​ ​(​i​n​t​ ​a​r​g​c​,​ ​c​o​n​s​t​ ​c​h​a​r​ ​*​ ​a​r​g​v​[​]​)​
{​
 ​ ​ ​ ​@​a​u​t​o​r​e​l​e​a​s​e​p​o​o​l​ ​{​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​C​r​e​a​t​e​ ​a​ ​m​u​t​a​b​l​e​ ​a​r​r​a​y​ ​o​b​j​e​c​t​,​ ​s​t​o​r​e​ ​i​t​s​ ​a​d​d​r​e​s​s​ ​i​n​ ​i​t​e​m​s​ ​v​a​r​i​a​b​l​e​
 ​ ​ ​ ​ ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​i​t​e​m​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​S​e​n​d​ ​t​h​e​ ​m​e​s​s​a​g​e​ ​a​d​d​O​b​j​e​c​t​:​ ​t​o​ ​t​h​e​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​p​o​i​n​t​e​d​ ​t​o​
 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​b​y​ ​t​h​e​ ​v​a​r​i​a​b​l​e​ ​i​t​e​m​s​,​ ​p​a​s​s​i​n​g​ ​a​ ​s​t​r​i​n​g​ ​e​a​c​h​ ​t​i​m​e​.​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​O​n​e​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​w​o​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​h​r​e​e​"​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​S​e​n​d​ ​a​n​o​t​h​e​r​ ​m​e​s​s​a​g​e​,​ ​i​n​s​e​r​t​O​b​j​e​c​t​:​a​t​I​n​d​e​x​:​,​ ​t​o​ ​t​h​a​t​ ​s​a​m​e​ ​a​r​r​a​y​ ​o​b​j​e​c​t​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​i​n​s​e​r​t​O​b​j​e​c​t​:​@​"​Z​e​r​o​"​ ​a​t​I​n​d​e​x​:​0​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​i​t​e​m​s​ ​=​ ​n​i​l​;​
 ​ ​ ​ ​}​
 ​ ​ ​ ​r​e​t​u​r​n​ ​0​;​
}​


        
 
            When this application executes, it creates an NSMutableArray
            and fills it with four instances of NSString (another Objective-C class). Let’s
            confirm that these strings were added to the array. In main.m, after adding the final object to the array, loop through every
            item in the array and print each one to the console. 
        
i​n​t​ ​m​a​i​n​ ​(​i​n​t​ ​a​r​g​c​,​ ​c​o​n​s​t​ ​c​h​a​r​ ​*​ ​a​r​g​v​[​]​)​
{​
 ​ ​ ​ ​@​a​u​t​o​r​e​l​e​a​s​e​p​o​o​l​ ​{​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​C​r​e​a​t​e​ ​a​ ​m​u​t​a​b​l​e​ ​a​r​r​a​y​ ​o​b​j​e​c​t​,​ ​s​t​o​r​e​ ​i​t​s​ ​a​d​d​r​e​s​s​ ​i​n​ ​i​t​e​m​s​ ​v​a​r​i​a​b​l​e​
 ​ ​ ​ ​ ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​i​t​e​m​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​S​e​n​d​ ​t​h​e​ ​m​e​s​s​a​g​e​ ​a​d​d​O​b​j​e​c​t​:​ ​t​o​ ​t​h​e​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​p​o​i​n​t​e​d​ ​t​o​
 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​b​y​ ​t​h​e​ ​v​a​r​i​a​b​l​e​ ​i​t​e​m​s​,​ ​p​a​s​s​i​n​g​ ​a​ ​s​t​r​i​n​g​ ​e​a​c​h​ ​t​i​m​e​.​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​O​n​e​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​w​o​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​h​r​e​e​"​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​S​e​n​d​ ​a​n​o​t​h​e​r​ ​m​e​s​s​a​g​e​,​ ​i​n​s​e​r​t​O​b​j​e​c​t​:​a​t​I​n​d​e​x​:​,​ ​t​o​ ​t​h​a​t​ ​s​a​m​e​ ​a​r​r​a​y​ ​o​b​j​e​c​t​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​i​n​s​e​r​t​O​b​j​e​c​t​:​@​"​Z​e​r​o​"​ ​a​t​I​n​d​e​x​:​0​]​;​
 ​ ​ ​ ​
 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​F​o​r​ ​e​v​e​r​y​ ​i​t​e​m​ ​i​n​ ​t​h​e​ ​a​r​r​a​y​ ​a​s​ ​d​e​t​e​r​m​i​n​e​d​ ​b​y​ ​s​e​n​d​i​n​g​ ​c​o​u​n​t​ ​t​o​ ​i​t​e​m​s​
 ​ ​ ​ ​ ​ ​ ​ ​f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​[​i​t​e​m​s​ ​c​o​u​n​t​]​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​W​e​ ​g​e​t​ ​t​h​e​ ​i​t​h​ ​o​b​j​e​c​t​ ​f​r​o​m​ ​t​h​e​ ​a​r​r​a​y​ ​a​n​d​ ​p​a​s​s​ ​i​t​ ​a​s​ ​a​n​ ​a​r​g​u​m​e​n​t​ ​t​o​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​N​S​L​o​g​,​ ​w​h​i​c​h​ ​i​m​p​l​i​c​i​t​l​y​ ​s​e​n​d​s​ ​t​h​e​ ​d​e​s​c​r​i​p​t​i​o​n​ ​m​e​s​s​a​g​e​ ​t​o​ ​t​h​a​t​ ​o​b​j​e​c​t​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​[​i​t​e​m​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​i​]​)​;​
 ​ ​ ​ ​ ​ ​ ​ ​}​

 ​ ​ ​ ​ ​ ​ ​ ​i​t​e​m​s​ ​=​ ​n​i​l​;​
 ​ ​ ​ ​}​
 ​ ​ ​ ​r​e​t​u​r​n​ ​0​;​
}​


            There is some interesting syntax in this code that we’ll get to in a second. But for now,  
            go ahead and click the Run button. It may seem like nothing has happened because the program exits right away, but the
            log navigator tells another story.
        

            To reveal the log navigator, select the [image: Project navigator for command line tool template] icon
            or use the keyboard shortcut 
            Command-7. The log navigator stores the build results and console output from each build of your application.   Select 
            Debug RandomPossessions at the top of the log navigator to see your console output in the editor area (Figure 2.6). 
        
Figure 2.6  Console output
[image: Console output]



            Now let’s go back and take a closer look at the code in your main function.
        
Creating strings



 
            First, notice the @"One" argument in the first 
            addObject: message sent to items. 

[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​O​n​e​"​]​;​


            In Objective-C, when you want a hard-coded string, you prefix a character string with
            an @ symbol. This creates an instance of NSString
            that holds the character string. 
        

                But, wait – aren’t instances created by sending alloc to a class? Yes, but the 
                @ prefix is a special case just for the NSString class. It is convenient shorthand for creating strings. 
        
    
            The following code shows three such uses, and each is  completely valid Objective-C, 
            where length is a message you can send to an instance of NSString:  


N​S​S​t​r​i​n​g​ ​*​m​y​S​t​r​i​n​g​ ​=​ ​@​"​H​e​l​l​o​,​ ​W​o​r​l​d​!​"​;​
i​n​t​ ​l​e​n​ ​=​ ​[​m​y​S​t​r​i​n​g​ ​l​e​n​g​t​h​]​;​

l​e​n​ ​=​ ​[​@​"​H​e​l​l​o​,​ ​W​o​r​l​d​!​"​ ​l​e​n​g​t​h​]​;​

m​y​S​t​r​i​n​g​ ​=​ ​[​[​N​S​S​t​r​i​n​g​ ​a​l​l​o​c​]​ ​i​n​i​t​W​i​t​h​S​t​r​i​n​g​:​@​"​H​e​l​l​o​,​ ​W​o​r​l​d​!​"​]​;​
l​e​n​ ​=​ ​[​m​y​S​t​r​i​n​g​ ​l​e​n​g​t​h​]​;​


        

Format strings



 
            Next, let’s look at the NSLog function we used to print to the console.
            NSLog takes a variable number of arguments and prints a string to the console. 
            The first argument is required and must be an NSString instance. This instance is called the format string, and it
            contains text and a number of tokens.  The tokens (also called format specifications) 
            are prefixed with a percent symbol (%), and each additional argument passed to the function 
            replaces a token in the format string. Tokens also specify the type of the argument they correspond to. Here’s an example:

i​n​t​ ​a​ ​=​ ​1​;​
f​l​o​a​t​ ​b​ ​=​ ​2​.​5​;​
c​h​a​r​ ​c​ ​=​ ​'​A​'​;​
N​S​L​o​g​(​@​"​I​n​t​e​g​e​r​:​ ​%​d​ ​F​l​o​a​t​:​ ​%​f​ ​C​h​a​r​:​ ​%​c​"​,​ ​a​,​ ​b​,​ ​c​)​;​


            
            The order of the arguments matters: the first token is replaced with 
            the second argument (the format string is always the first argument), the second token is replaced with the third argument, and so on.
           
            The console output would be

I​n​t​e​g​e​r​:​ ​1​ ​F​l​o​a​t​:​ ​2​.​5​ ​C​h​a​r​:​ ​A​


        

            In C, there is a function called printf that does the same thing. However, NSLog
             adds one more token to the available list: 
            %@. The type of the argument this token responds to is “any object.” When %@ is encountered in the format string, instead of the token being replaced by the corresponding argument, that argument is sent the message description. The description method returns an NSString that
            replaces the token.
        Because the argument is sent a message, that argument must be an object. As we’ll see shortly, every object implements the method description, so any object will work. 
        

NSArray and NSMutableArray



 
                What exactly is this NSMutableArray object you’re using? An array is a collection object (also called a container). The Cocoa Touch 
                frameworks provide a handful of collection objects, including NSDictionary and NSSet, and each has 
                a slightly different use. An array is an ordered list of objects, and these objects can be accessed by an index. Other languages might
                call it a list or a vector. An NSArray is
                immutable, which means you cannot add or remove objects after the array is instantiated. You can, however, retrieve objects from
                the array. NSArray’s mutable subclass, NSMutableArray, lets you add and
                remove objects dynamically. 
            
 
                In Objective-C, an array does not actually contain the objects that belong to it;
                instead it holds a pointer to each object. When an object is added to
                an array, 
                

 ​ ​ ​ ​[​a​r​r​a​y​ ​a​d​d​O​b​j​e​c​t​:​o​b​j​e​c​t​]​;​

 
                the address of that object in memory is stored inside the array. 
            
 
                So, to recap, in your command line tool, you created an instance of NSMutableArray and
                added four instances of NSString to it, as shown in Figure 2.7. 
            
Figure 2.7  NSMutableArray instance
[image: NSMutableArray instance]



                Arrays can only hold references to Objective-C objects. This means primitives and C structures
                cannot be added to an array. For example, you cannot
                have an array of ints. Also, because arrays hold
                pointers to objects, a single array can contain objects of different types. This is different from most strongly-typed languages where an
                array can only hold objects of its declared type. 
            
 
                You can ask an array how many objects it is currently storing by sending it
                the message count. 
            
 ​ ​ ​ ​i​n​t​ ​n​u​m​b​e​r​O​f​O​b​j​e​c​t​s​ ​=​ ​[​a​r​r​a​y​ ​c​o​u​n​t​]​;​


                This information is important because
                if you ask for an object from an array at an index that is greater than the number
                of objects in the array, an exception will be thrown. (Exceptions are very bad; they
                will most likely cause your application to crash. We’ll talk more about exceptions at the end of this chapter.)               
            
 
                When an object is added to an array with
                the message addObject:, it is added at the end of the
                array. You can also insert objects at a specific index – as long as that index is less
                than or equal to the current number of objects in the array.  
               

 ​ ​ ​ ​i​n​t​ ​n​u​m​b​e​r​O​f​O​b​j​e​c​t​s​ ​=​ ​[​a​r​r​a​y​ ​c​o​u​n​t​]​;​
 ​ ​ ​ ​[​a​r​r​a​y​ ​i​n​s​e​r​t​O​b​j​e​c​t​:​o​b​j​e​c​t​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​a​t​I​n​d​e​x​:​n​u​m​b​e​r​O​f​O​b​j​e​c​t​s​]​;​


            

                Note that you cannot add nil to an array. If you need to add
                “holes” to an array, you must use NSNull.
                NSNull is an object that represents
                nil and is used specifically for this task.  

 ​ ​ ​ ​[​a​r​r​a​y​ ​a​d​d​O​b​j​e​c​t​:​[​N​S​N​u​l​l​ ​n​u​l​l​]​]​;​


            
 
                To retrieve the pointer to an object later, you send the message
                objectAtIndex: to the array.
                

 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​o​b​j​e​c​t​ ​=​ ​[​a​r​r​a​y​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​0​]​;​


            


Subclassing an Objective-C Class




            Classes, like NSMutableArray, exist in a hierarchy, and every class has exactly one superclass – except for the root class of the entire
            hierarchy: NSObject (Figure 2.8). A class inherits the behavior of its superclass, which means, at a minimum, every class inherits
           the methods and instance variables defined in NSObject.
        

            As the top superclass, NSObject’s role is to implement the basic behavior of every object in Cocoa Touch. 
            Three of the methods NSObject implements are alloc, init, and description. (We sometimes 
            say “description is a method on NSObject” and mean the same thing.) 
        
Figure 2.8  Class hierarchy
[image: Class hierarchy]



            A subclass adds methods and instance variables to extend the behavior of its superclass.  For example, NSMutableArray extends 
            NSArray’s ability to hold pointers to objects by adding the ability to dynamically add and remove objects. 
        

            A subclass can also override methods of its superclass. For example, sending the description message to an NSObject returns
            the object’s class and its address in memory, like this: <QuizViewController: 0x4b222a0>. 

            A subclass of 
            NSObject can override this method to return something that better describes an instance of that subclass. For example, NSString overrides description 
            to return the string itself. NSArray overrides description to return the description of every object in the array.
        
Creating an NSObject subclass



            
            In this section, you’re going to create a subclass of NSObject named BNRItem.  An instance of the BNRItem class will represent an item that a person owns in the real world.
            To create a new class in Xcode, choose File → New → New File.... In the lefthand table of 
            the panel that appears, select Cocoa from the 
            Mac OS X section. Then select Objective-C class from the upper 
            panel and hit Next (Figure 2.9). 
        
Figure 2.9  Creating a class
[image: Creating a class]



            On the next panel, name this new class BNRItem. Select NSObject as the superclass and click Next, 
            as shown in Figure 2.10.
        
Figure 2.10  Choosing a superclass
[image: Choosing a superclass]



            A panel will drop down that prompts you to create the files for this new class (Figure 2.11).
            When creating a new class for a project, you want to save the files that describe it inside the project’s source directory on the filesystem. By default, the current project directory is already selected for you. You can also choose the group in the project navigator that these files will be 
            added to. Because these groups are simply for organizing and because this project is very small, just stick with 
            the default. Make sure the checkbox is selected for the RandomPossessions target. This ensures that this class will be compiled when the RandomPossessions project is built. Click Create.
        
Figure 2.11  Saving class files
[image: Saving class files]


            
        Creating the BNRItem class generated two files: BNRItem.h and BNRItem.m. Locate those files in the project navigator. BNRItem.h is the header file (also called an interface file). This file declares
            the name of the new class, its superclass, the instance variables that each instance of
            this class has, and any methods this class implements. BNRItem.m is the implementation file,
            and it contains the code for the methods that the class implements.  Every Objective-C class has these two files.
            You can think of the header file as a user manual for an instance of a class 
            and the implementation file as the engineering details that define how it really works.
        


            Open BNRItem.h in the editor area by clicking on it
            in the project navigator. The file currently looks like this:            

#​i​m​p​o​r​t​ ​<​F​o​u​n​d​a​t​i​o​n​/​F​o​u​n​d​a​t​i​o​n​.​h​>​

@​i​n​t​e​r​f​a​c​e​ ​B​N​R​I​t​e​m​ ​:​ ​N​S​O​b​j​e​c​t​

@​e​n​d​


        

            Objective-C retains all the keywords of the C language, and additional keywords specific to Objective-C are
            distinguishable by the @ prefix. To declare a class in Objective-C, you use the keyword
            @interface followed by the name of this new class. After a
            colon comes the name of the superclass. Objective-C only allows single inheritance, so you
            will only ever see the following pattern:
            
@​i​n​t​e​r​f​a​c​e​ ​C​l​a​s​s​N​a​m​e​ ​:​ ​S​u​p​e​r​c​l​a​s​s​N​a​m​e​


        

            The @end directive
            indicates that the class has been fully declared.
            

Instance variables



 

                So far, the BNRItem class doesn’t add anything to its superclass NSObject. It needs some item-like instance
                variables. An item, in our world, is going to have a name, a serial number,
                a value, and a date of creation. 
            

           Instance variables for a class are declared in between curly brackets immediately after the class declaration.
                In BNRItem.h, add four instance variables (and the curly brackets that contain them) to the BNRItem class:

#​i​m​p​o​r​t​ ​<​F​o​u​n​d​a​t​i​o​n​/​F​o​u​n​d​a​t​i​o​n​.​h​>​

@​i​n​t​e​r​f​a​c​e​ ​B​N​R​I​t​e​m​ ​:​ ​N​S​O​b​j​e​c​t​
{​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​i​t​e​m​N​a​m​e​;​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​s​e​r​i​a​l​N​u​m​b​e​r​;​
 ​ ​ ​ ​i​n​t​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​;​
 ​ ​ ​ ​N​S​D​a​t​e​ ​*​d​a​t​e​C​r​e​a​t​e​d​;​
}​

@​e​n​d​

                
            

                                Now every instance of BNRItem has one spot for a simple integer and three spots to hold references to objects, specifically two NSString instances and one                           NSDate instance. (A reference is another 
                word for pointer; the * denotes that the variable is a pointer.)
                Figure 2.12 shows an example of a BNRItem instance after its instance variables have been given values.
                
Figure 2.12  A BNRItem instance
[image: A BNRItem instance]



            Notice that Figure 2.12 shows a total of four objects: the BNRItem,
                two NSStrings, and the NSDate. Each of these objects is its own object and exists independently of the others.
                The BNRItem only has pointers to the three other objects. These pointers are the instance variables of 
                BNRItem. 
            

                For example, every BNRItem has a pointer instance variable named itemName. The 
                itemName of the BNRItem shown in Figure 2.12 points to an NSString instance whose contents are 
                “Red Sofa.” The “Red Sofa” string does not live inside the BNRItem, though. The BNRItem 
                instance knows where the “Red Sofa” string lives in memory and stores its address as itemName. One way to think of this relationship is “the BNRItem calls this string 
                its itemName. ”
            

                The story is different for the instance variable valueInDollars. This instance variable is not a pointer to another 
                object; it is just an int. Non-pointer instance variables are stored inside the object itself. The idea of pointers is not easy to understand 
                at first. In the next chapter, you’ll learn more about objects, pointers, and instance variables, and, throughout this book, we will make use of object diagrams like Figure 2.12
                to drive home the difference between an object 
                and a pointer to an object.
            

Accessor methods




                Now that you have instance variables, you need a way to get and set their values. In
                object-oriented languages, we call methods that get and set instance variables
                accessors. Individually, we call them getters and
                setters. Without these methods, an object cannot access the instance variables of
                another object. 
            

                

                Accessor methods look like this:  

/​/​ ​a​ ​g​e​t​t​e​r​ ​m​e​t​h​o​d​
-​ ​(​N​S​S​t​r​i​n​g​ ​*​)​i​t​e​m​N​a​m​e​
{​
 ​ ​ ​ ​/​/​ ​R​e​t​u​r​n​ ​a​ ​p​o​i​n​t​e​r​ ​t​o​ ​t​h​e​ ​o​b​j​e​c​t​ ​t​h​i​s​ ​B​N​R​I​t​e​m​ ​c​a​l​l​s​ ​i​t​s​ ​i​t​e​m​N​a​m​e​
 ​ ​ ​ ​r​e​t​u​r​n​ ​i​t​e​m​N​a​m​e​;​
}​

/​/​ ​a​ ​s​e​t​t​e​r​ ​m​e​t​h​o​d​
-​ ​(​v​o​i​d​)​s​e​t​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​e​w​I​t​e​m​N​a​m​e​
{​
 ​ ​ ​ ​/​/​ ​C​h​a​n​g​e​ ​t​h​e​ ​i​n​s​t​a​n​c​e​ ​v​a​r​i​a​b​l​e​ ​t​o​ ​p​o​i​n​t​ ​a​t​ ​a​n​o​t​h​e​r​ ​s​t​r​i​n​g​,​
 ​ ​ ​ ​/​/​ ​t​h​i​s​ ​B​N​R​I​t​e​m​ ​w​i​l​l​ ​n​o​w​ ​c​a​l​l​ ​t​h​i​s​ ​n​e​w​ ​s​t​r​i​n​g​ ​i​t​s​ ​i​t​e​m​N​a​m​e​
 ​ ​ ​ ​i​t​e​m​N​a​m​e​ ​=​ ​n​e​w​I​t​e​m​N​a​m​e​;​
}​


            

                Then, if you wanted to access (set or get) a BNRItem’s itemName, you would send the BNRItem one of these messages:

/​/​ ​C​r​e​a​t​e​ ​a​ ​n​e​w​ ​B​N​R​I​t​e​m​ ​i​n​s​t​a​n​c​e​
B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​[​B​N​R​I​t​e​m​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

/​/​ ​S​e​t​ ​i​t​e​m​N​a​m​e​ ​t​o​ ​a​ ​n​e​w​ ​N​S​S​t​r​i​n​g​
[​p​ ​s​e​t​I​t​e​m​N​a​m​e​:​@​"​R​e​d​ ​S​o​f​a​"​]​;​

/​/​ ​G​e​t​ ​t​h​e​ ​p​o​i​n​t​e​r​ ​o​f​ ​t​h​e​ ​B​N​R​I​t​e​m​'​s​ ​i​t​e​m​N​a​m​e​
N​S​S​t​r​i​n​g​ ​*​s​t​r​ ​=​ ​[​p​ ​i​t​e​m​N​a​m​e​]​;​

/​/​ ​P​r​i​n​t​ ​t​h​a​t​ ​o​b​j​e​c​t​
N​S​L​o​g​(​@​"​%​@​"​,​ ​s​t​r​)​;​ ​/​/​ ​T​h​i​s​ ​w​o​u​l​d​ ​p​r​i​n​t​ ​"​R​e​d​ ​S​o​f​a​"​


            

                In Objective-C, the name of a setter method is set plus the name of 
                the instance variable it is changing – in this case, setItemName:. In other languages, the name of the getter method would likely be getItemName.
                However, in Objective-C, the name of the getter method is just the name of the instance variable. Some of the cooler parts of 
                the Cocoa Touch library make the assumption that your classes follow this convention; therefore, stylish Cocoa Touch programmers always 
                do so.
            

                In BNRItem.h, declare accessor methods for the instance variables of BNRItem. You will need getters 
                and setters for valueInDollars, itemName, and serialNumber. For dateCreated,
                you only need a getter method.
 
            
#​i​m​p​o​r​t​ ​<​F​o​u​n​d​a​t​i​o​n​/​F​o​u​n​d​a​t​i​o​n​.​h​>​

@​i​n​t​e​r​f​a​c​e​ ​B​N​R​I​t​e​m​ ​:​ ​N​S​O​b​j​e​c​t​
{​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​i​t​e​m​N​a​m​e​;​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​s​e​r​i​a​l​N​u​m​b​e​r​;​
 ​ ​ ​ ​i​n​t​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​;​
 ​ ​ ​ ​N​S​D​a​t​e​ ​*​d​a​t​e​C​r​e​a​t​e​d​;​
}​
-​ ​(​v​o​i​d​)​s​e​t​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​t​r​;​
-​ ​(​N​S​S​t​r​i​n​g​ ​*​)​i​t​e​m​N​a​m​e​;​

-​ ​(​v​o​i​d​)​s​e​t​S​e​r​i​a​l​N​u​m​b​e​r​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​t​r​;​
-​ ​(​N​S​S​t​r​i​n​g​ ​*​)​s​e​r​i​a​l​N​u​m​b​e​r​;​

-​ ​(​v​o​i​d​)​s​e​t​V​a​l​u​e​I​n​D​o​l​l​a​r​s​:​(​i​n​t​)​i​;​
-​ ​(​i​n​t​)​v​a​l​u​e​I​n​D​o​l​l​a​r​s​;​

-​ ​(​N​S​D​a​t​e​ ​*​)​d​a​t​e​C​r​e​a​t​e​d​;​
@​e​n​d​


                (For those of you with some experience in Objective-C, we’ll talk about properties in the next chapter.)
            

                Now that these accessors have been declared, they need to be defined in the implementation file. Select BNRItem.m in the project navigator to open it in the editor area.
            

                At the top of any implementation file, you must import the header
                file of that class. 
                The implementation of a class
                needs to know how it has been declared. (Importing a file is the same as including a file in the C language except you are 
                ensured that the file will only be included once.) 
            

                After the import statement is the implementation block that
                begins with the @implementation keyword followed by the name of
                the class that is being implemented. All of the method definitions in the
                implementation file are inside this implementation block. Methods are defined until you close out the
                block with the @end keyword. 
            

                When you created this class, the template you used may have inserted methods for you. However, we want to start from scratch. Using
                boilerplate methods before you understand what they do keeps you from learning how things actually work. In BNRItem.m, delete everything that the template may have added
                between @implementation and @end.
                Your file should look like this:
                
#​i​m​p​o​r​t​ ​"​B​N​R​I​t​e​m​.​h​"​

@​i​m​p​l​e​m​e​n​t​a​t​i​o​n​ ​B​N​R​I​t​e​m​

@​e​n​d​


            

                Now we can define some methods of our own – starting with the accessor methods for the variables you declared in BNRItem.h. 
               We’re going to skip memory management until the next chapter, so the accessor methods for BNRItem are very simple.
               In BNRItem.m, add the following code.
               


#​i​m​p​o​r​t​ ​"​B​N​R​I​t​e​m​.​h​"​

@​i​m​p​l​e​m​e​n​t​a​t​i​o​n​ ​B​N​R​I​t​e​m​

-​ ​(​v​o​i​d​)​s​e​t​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​t​r​
{​
 ​ ​ ​ ​i​t​e​m​N​a​m​e​ ​=​ ​s​t​r​;​
}​
-​ ​(​N​S​S​t​r​i​n​g​ ​*​)​i​t​e​m​N​a​m​e​
{​
 ​ ​ ​ ​r​e​t​u​r​n​ ​i​t​e​m​N​a​m​e​;​
}​

-​ ​(​v​o​i​d​)​s​e​t​S​e​r​i​a​l​N​u​m​b​e​r​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​t​r​
{​
 ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​ ​=​ ​s​t​r​;​
}​

-​ ​(​N​S​S​t​r​i​n​g​ ​*​)​s​e​r​i​a​l​N​u​m​b​e​r​
{​
 ​ ​ ​ ​r​e​t​u​r​n​ ​s​e​r​i​a​l​N​u​m​b​e​r​;​
}​

-​ ​(​v​o​i​d​)​s​e​t​V​a​l​u​e​I​n​D​o​l​l​a​r​s​:​(​i​n​t​)​i​
{​
 ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​ ​=​ ​i​;​
}​

-​ ​(​i​n​t​)​v​a​l​u​e​I​n​D​o​l​l​a​r​s​
{​
 ​ ​ ​ ​r​e​t​u​r​n​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​;​
}​

-​ ​(​N​S​D​a​t​e​ ​*​)​d​a​t​e​C​r​e​a​t​e​d​
{​
 ​ ​ ​ ​r​e​t​u​r​n​ ​d​a​t​e​C​r​e​a​t​e​d​;​
}​

@​e​n​d​


            
Notice that the setter methods assign the appropriate instance variable to point at the incoming object, and the getter methods return a pointer 
                to the object the instance variable points at. (For valueInDollars, the setter just assigns the passed-in value 
                to the instance variable, and the getter just returns the instance variable’s value.)
 
Build your application (without running) to ensure that there are no compiler errors or warnings. To build only, select 
                Product → Build or use the shortcut Command-B.
            

                Now that your accessors have been declared and defined, you can send messages to
                BNRItem instances to get and set their instance variables.
                Let’s test this out. In main.m, import the header file for BNRItem
                and create a new BNRItem instance. After it is created, log its instance variables to the console.

#​i​m​p​o​r​t​ ​"​B​N​R​I​t​e​m​.​h​"​

i​n​t​ ​m​a​i​n​ ​(​i​n​t​ ​a​r​g​c​,​ ​c​o​n​s​t​ ​c​h​a​r​ ​*​ ​a​r​g​v​[​]​)​
{​
 ​ ​ ​ ​@​a​u​t​o​r​e​l​e​a​s​e​p​o​o​l​ ​{​

 ​ ​ ​ ​ ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​i​t​e​m​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​O​n​e​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​w​o​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​h​r​e​e​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​i​n​s​e​r​t​O​b​j​e​c​t​:​@​"​Z​e​r​o​"​ ​a​t​I​n​d​e​x​:​0​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​[​i​t​e​m​s​ ​c​o​u​n​t​]​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​[​i​t​e​m​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​i​]​)​;​
 ​ ​ ​ ​ ​ ​ ​ ​}​

 ​ ​ ​ ​ ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​[​B​N​R​I​t​e​m​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​ ​%​@​ ​%​@​ ​%​d​"​,​ ​[​p​ ​i​t​e​m​N​a​m​e​]​,​ ​[​p​ ​d​a​t​e​C​r​e​a​t​e​d​]​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​[​p​ ​s​e​r​i​a​l​N​u​m​b​e​r​]​,​ ​[​p​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​]​)​;​
 ​ ​ ​ ​ ​ ​ ​ ​

 ​ ​ ​ ​ ​ ​ ​ ​i​t​e​m​s​ ​=​ ​n​i​l​;​
 ​ ​ ​ ​}​

 ​ ​ ​ ​r​e​t​u​r​n​ ​0​;​
}​


            

                Build and run the application. Check the console by selecting the entry at the top of the log navigator. At the end of the 
                console output, you should see a line that has three “(null)” strings and a 0. When an object 
                is created, all of its instance variables are set to 0. For pointers to objects, 
                that pointer points to nil; for primitives like int, the value is 0. 
            
To give this BNRItem some substance, you need to create new objects and pass them as arguments to the setter methods for 
                this instance. In main.m, type in the following code:

/​/​ ​N​o​t​i​c​e​ ​w​e​ ​o​m​i​t​t​e​d​ ​s​o​m​e​ ​o​f​ ​t​h​e​ ​s​u​r​r​o​u​n​d​i​n​g​ ​c​o​d​e​.​ ​T​h​e​ ​b​o​l​d​ ​c​o​d​e​ ​i​s​ ​t​h​e​ ​c​o​d​e​ ​t​o​ ​a​d​d​,​
/​/​ ​t​h​e​ ​n​o​n​-​b​o​l​d​ ​c​o​d​e​ ​i​s​ ​e​x​i​s​t​i​n​g​ ​c​o​d​e​ ​t​h​a​t​ ​s​h​o​w​s​ ​y​o​u​ ​w​h​e​r​e​ ​t​o​ ​t​y​p​e​ ​i​n​ ​t​h​e​ ​n​e​w​ ​s​t​u​f​f​.​

B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​[​B​N​R​I​t​e​m​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

/​/​ ​T​h​i​s​ ​c​r​e​a​t​e​s​ ​a​ ​n​e​w​ ​N​S​S​t​r​i​n​g​,​ ​"​R​e​d​ ​S​o​f​a​"​ ​a​n​d​ ​g​i​v​e​s​ ​i​t​ ​t​o​ ​t​h​e​ ​B​N​R​I​t​e​m​
[​p​ ​s​e​t​I​t​e​m​N​a​m​e​:​@​"​R​e​d​ ​S​o​f​a​"​]​;​

/​/​ ​T​h​i​s​ ​c​r​e​a​t​e​s​ ​a​ ​n​e​w​ ​N​S​S​t​r​i​n​g​,​ ​"​A​1​B​2​C​"​ ​a​n​d​ ​g​i​v​e​s​ ​i​t​ ​t​o​ ​t​h​e​ ​B​N​R​I​t​e​m​
[​p​ ​s​e​t​S​e​r​i​a​l​N​u​m​b​e​r​:​@​"​A​1​B​2​C​"​]​;​

/​/​ ​W​e​ ​s​e​n​d​ ​t​h​e​ ​v​a​l​u​e​ ​1​0​0​ ​t​o​ ​b​e​ ​u​s​e​d​ ​a​s​ ​t​h​e​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​ ​o​f​ ​t​h​i​s​ ​B​N​R​I​t​e​m​
[​p​ ​s​e​t​V​a​l​u​e​I​n​D​o​l​l​a​r​s​:​1​0​0​]​;​

N​S​L​o​g​(​@​"​%​@​ ​%​@​ ​%​@​ ​%​d​"​,​ ​[​p​ ​i​t​e​m​N​a​m​e​]​,​ ​[​p​ ​d​a​t​e​C​r​e​a​t​e​d​]​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​[​p​ ​s​e​r​i​a​l​N​u​m​b​e​r​]​,​ ​[​p​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​]​)​;​


                Build and run the application. Now you should see values for everything but the dateCreated, which we’ll take care of shortly.
            

Instance methods




                Not all instance methods are accessors. You will regularly find yourself wanting
                to send messages to instances that perform other tasks. One such message is description.
                You can implement this method in BNRItem to return a string that describes 
                a BNRItem instance. Because BNRItem is a subclass of 
                NSObject (the class that originally declares the description method), 
                when you re-implement description in the BNRItem class, you are 
                overriding it. 
                When overriding a method, all you need to do is define it in the implementation
                file; you do not need to declare it in the header file because it has already been
                declared by the superclass. 

            

                In BNRItem.m, override the description method. This new code can go anywhere between @implementation and @end,
                as long as it is not inside the curly brackets of an existing method.

-​ ​(​N​S​S​t​r​i​n​g​ ​*​)​d​e​s​c​r​i​p​t​i​o​n​
{​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​d​e​s​c​r​i​p​t​i​o​n​S​t​r​i​n​g​ ​=​
 ​ ​ ​ ​ ​ ​ ​ ​[​[​N​S​S​t​r​i​n​g​ ​a​l​l​o​c​]​ ​i​n​i​t​W​i​t​h​F​o​r​m​a​t​:​@​"​%​@​ ​(​%​@​)​:​ ​W​o​r​t​h​ ​$​%​d​,​ ​r​e​c​o​r​d​e​d​ ​o​n​ ​%​@​"​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​i​t​e​m​N​a​m​e​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​d​a​t​e​C​r​e​a​t​e​d​]​;​

 ​ ​ ​ ​r​e​t​u​r​n​ ​d​e​s​c​r​i​p​t​i​o​n​S​t​r​i​n​g​;​

}​



            
 
                Now whenever you send the message description to an
                instance of BNRItem, it will return an
                NSString that describes that instance. In main.m, substitute this 
                new method into the NSLog that prints out the
                instance variables of the BNRItem.

[​p​ ​s​e​t​V​a​l​u​e​I​n​D​o​l​l​a​r​s​:​1​0​0​]​;​

N​S​L​o​g​(​@​"​%​@​ ​%​@​ ​%​@​ ​%​d​"​,​ ​[​p​ ​i​t​e​m​N​a​m​e​]​,​ ​[​p​ ​d​a​t​e​C​r​e​a​t​e​d​]​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​[​p​ ​s​e​r​i​a​l​N​u​m​b​e​r​]​,​ ​[​p​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​]​)​;​

/​/​ ​R​e​m​e​m​b​e​r​,​ ​a​n​ ​N​S​L​o​g​ ​w​i​t​h​ ​%​@​ ​a​s​ ​t​h​e​ ​t​o​k​e​n​ ​w​i​l​l​ ​p​r​i​n​t​ ​t​h​e​
/​/​ ​d​e​s​c​r​i​p​t​i​o​n​ ​o​f​ ​t​h​e​ ​c​o​r​r​e​s​p​o​n​d​i​n​g​ ​a​r​g​u​m​e​n​t​
N​S​L​o​g​(​@​"​%​@​"​,​ ​p​)​;​

i​t​e​m​s​ ​=​ ​n​i​l​;​


                Build and run the application and check your results in the log navigator. You should 
                see a log statement that looks like this:

R​e​d​ ​S​o​f​a​ ​(​A​1​B​2​C​)​:​ ​W​o​r​t​h​ ​$​1​0​0​,​ ​r​e​c​o​r​d​e​d​ ​o​n​ ​(​n​u​l​l​)​


            

                What if you want to create an entirely new instance method, one that you are not
                overriding from the superclass? You declare the new method in the header file
                and define it in the implementation file. A good method to begin with is an object’s
                initializer. 
            

Initializers




                
                At the beginning of this chapter, we discussed how an instance is created: its
                class is sent the message alloc, which creates an instance
                of that class and returns a pointer to it, and then that instance is sent the message
                init, which gives its instance variables initial values. As you start to 
                write more complicated classes, you will want to create initialization methods, or initializers, that are like init but take arguments that the object 
                can use to initialize itself. For example, the BNRItem class would be much 
                cleaner if we could pass one or more of its instance variables as part of the initialization process.
            

           To cover the different possible initialization scenarios, many classes have more than one initializer. Each initializer 
                begins with the word init. Naming initializers this way doesn’t make these methods different from other instance methods; it is only a naming convention.
                However, the Objective-C community is all about naming conventions, which you should strictly adhere to. (Seriously. Disregarding
                naming conventions in Objective-C results in problems that are worse than most
                beginners would imagine.) 
            

           For each class, regardless of how many initialization methods there are, one method is chosen 
                as the designated initializer. 
                The designated initializer makes sure that 
                every instance variable of an object is valid. (“Valid” has different meanings, 
                but in this context it means “when you send messages to this object after initializing it, you
                can predict the outcome and nothing bad will happen.”) 
            

                Typically, the designated initializer has 
                parameters for the most important and frequently used instance variables of an object. 
                The BNRItem class has four instance variables, but only three are writeable. 
                Therefore, BNRItem’s designated initializer should accept three
                arguments.  In BNRItem.h, declare the designated initializer:                

 ​ ​ ​ ​N​S​D​a​t​e​ ​*​d​a​t​e​C​r​e​a​t​e​d​;​
}​

-​ ​(​i​d​)​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​a​m​e​
 ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​(​i​n​t​)​v​a​l​u​e​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​N​u​m​b​e​r​;​

-​ ​(​v​o​i​d​)​s​e​t​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​t​r​;​



            

            This method’s name, or selector, is initWithItemName:​valueInDollars:​serialNumber:.
                This selector has three labels (initWithItemName:,
                valueInDollars:, and serialNumber:), 
                which tells you that the method accepts three arguments. 
            

                These arguments each have a type and a parameter name. In the declaration, the type follows the label
                in parentheses. The parameter name then follows the type. So the label
                initWithItemName: is expecting a pointer to an instance of
                type NSString. Within the body of this method, you can use name
                to reference the NSString object pointed to. 
            
id




                    Take another look at the initializer’s declaration; 
                    its return type is id (pronounced “eye-dee”). This type is defined as “a
                    pointer to any object.” (id is a lot like void * in C.)
                    init methods are always declared to return
                    id. 
                

Why not make the return type BNRItem *? After all, that is the type of object 
                    that is returned from this method. A problem will arise, however, if BNRItem is ever subclassed. 
                    The subclass would inherit all of the methods from BNRItem, including this initializer and its return type. 
                    An instance of the subclass could then be sent this initializer message, but what would be returned? Not a BNRItem,
                    but an instance of the subclass. 
                    You might think, “No problem. Override the initializer in the subclass to change the return type.” But in Objective-C, you cannot have two methods with the same selector and different return types (or arguments). By specifying that an initialization
                    method returns “any object,” we never have to worry what happens with a subclass.
                

isa




                    As programmers, we always know the type of the object that is returned from an initializer. (How do we know this? It is an instance of the class we sent alloc
                    to.) The object itself also knows its type – thanks to its isa pointer. 
                

                    Every object has an instance variable called isa. When an instance is created by sending alloc
                    to a class, that class sets the isa instance variable of the returned object to point back at the class that created it (Figure 2.13). We call it the isa pointer 
                    because an object “is a” instance of that class.
                
Figure 2.13  The isa pointer
[image: The isa pointer]



                    The isa pointer is where Objective-C gets much of its power. At runtime, when a message is sent to an object,
                    that object goes to the class named in its isa pointer and says, “I was sent this message. Run the code 
                    for the matching method.” This is different than most compiled languages, where the method to be executed is determined 
                    at compile time.
                

Implementing the designated initializer




                    Now that you have declared the designated initializer in BNRItem.h, you need to implement it.
                    Open BNRItem.m. Recall that the definitions for methods go
                    within the implementation block in the implementation file, so add the designated
                    initializer there.
                    

@​i​m​p​l​e​m​e​n​t​a​t​i​o​n​ ​B​N​R​I​t​e​m​

-​ ​(​i​d​)​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​a​m​e​
 ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​(​i​n​t​)​v​a​l​u​e​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​N​u​m​b​e​r​
{​
 ​ ​ ​ ​/​/​ ​C​a​l​l​ ​t​h​e​ ​s​u​p​e​r​c​l​a​s​s​'​s​ ​d​e​s​i​g​n​a​t​e​d​ ​i​n​i​t​i​a​l​i​z​e​r​
 ​ ​ ​ ​s​e​l​f​ ​=​ ​[​s​u​p​e​r​ ​i​n​i​t​]​;​

 ​ ​ ​ ​/​/​ ​G​i​v​e​ ​t​h​e​ ​i​n​s​t​a​n​c​e​ ​v​a​r​i​a​b​l​e​s​ ​i​n​i​t​i​a​l​ ​v​a​l​u​e​s​
 ​ ​ ​ ​[​s​e​l​f​ ​s​e​t​I​t​e​m​N​a​m​e​:​n​a​m​e​]​;​
 ​ ​ ​ ​[​s​e​l​f​ ​s​e​t​S​e​r​i​a​l​N​u​m​b​e​r​:​s​N​u​m​b​e​r​]​;​
 ​ ​ ​ ​[​s​e​l​f​ ​s​e​t​V​a​l​u​e​I​n​D​o​l​l​a​r​s​:​v​a​l​u​e​]​;​
 ​ ​ ​ ​d​a​t​e​C​r​e​a​t​e​d​ ​=​ ​[​[​N​S​D​a​t​e​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

 ​ ​ ​ ​/​/​ ​R​e​t​u​r​n​ ​t​h​e​ ​a​d​d​r​e​s​s​ ​o​f​ ​t​h​e​ ​n​e​w​l​y​ ​i​n​i​t​i​a​l​i​z​e​d​ ​o​b​j​e​c​t​
 ​ ​ ​ ​r​e​t​u​r​n​ ​s​e​l​f​;​
}​


                

                    In the designated initializer, the first thing you always do is call the superclass’s designated initializer using super.
                    The last thing you do is return a pointer to the successfully initialized object using self. So to
                    understand what’s going on in an initializer, you will need to know about self and
                    super.
                

self




                    Inside a method, self is an implicit local variable. There is
                    no need to declare it, and it is automatically set to point to the object that was sent the message. (Most object-oriented languages have this concept, but some call it
                    this instead of self.)
                    Typically, self is used so that an object can send a message to itself:

-​ ​(​v​o​i​d​)​c​h​i​c​k​e​n​D​a​n​c​e​
{​
 ​ ​ ​ ​[​s​e​l​f​ ​p​r​e​t​e​n​d​H​a​n​d​s​A​r​e​B​e​a​k​s​]​;​
 ​ ​ ​ ​[​s​e​l​f​ ​f​l​a​p​W​i​n​g​s​]​;​
 ​ ​ ​ ​[​s​e​l​f​ ​s​h​a​k​e​T​a​i​l​F​e​a​t​h​e​r​s​]​;​
}​


                   
                

                In the last line of an init method, you always return the
                    newly initialized object so that the caller can assign it to a variable: 

r​e​t​u​r​n​ ​s​e​l​f​;​


                

super




                    Often when you are overriding a method, you want to keep what the method of the superclass is doing and have your subclass add something new on top of it. To make this easier, there is a 
                    compiler directive in Objective-C called super:

-​ ​(​v​o​i​d​)​s​o​m​e​M​e​t​h​o​d​
{​
 ​ ​ ​ ​[​s​e​l​f​ ​d​o​M​o​r​e​S​t​u​f​f​]​;​
 ​ ​ ​ ​[​s​u​p​e​r​ ​s​o​m​e​M​e​t​h​o​d​]​;​
}​


                

                    How does super work? Usually when you send a message to an
                    object, the search for a method of that name starts in the object’s class. If there
                    is no such method, the search continues in the superclass of the object. The search
                    will continue up the inheritance hierarchy until a suitable method is found. (If it
                    gets to the top of the hierarchy and no method is found, an exception is thrown.)


                    When you send a message to super, you are sending a message to
                    self, but the search for the method skips the object’s class and starts at
                    the superclass.
                    In the case of BNRItem’s designated initializer, we send the init message to super. This calls NSObject’s implementation 
                    of init. 
                

                   If an initializer message fails, it will return nil.
                    Therefore, it is a good idea to
                    save the return value of the superclass’s initializer into the
                    self variable and confirm that it is not
                    nil before doing any further initialization. In
                    BNRItem.m, edit your designated initializer to confirm
                    the initialization of the superclass.
                    
-​ ​(​i​d​)​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​a​m​e​
 ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​(​i​n​t​)​v​a​l​u​e​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​N​u​m​b​e​r​
{​
 ​ ​ ​ ​/​/​ ​C​a​l​l​ ​t​h​e​ ​s​u​p​e​r​c​l​a​s​s​'​s​ ​d​e​s​i​g​n​a​t​e​d​ ​i​n​i​t​i​a​l​i​z​e​r​
 ​ ​ ​ ​s​e​l​f​ ​=​ ​[​s​u​p​e​r​ ​i​n​i​t​]​;​

 ​ ​ ​ ​/​/​ ​D​i​d​ ​t​h​e​ ​s​u​p​e​r​c​l​a​s​s​'​s​ ​d​e​s​i​g​n​a​t​e​d​ ​i​n​i​t​i​a​l​i​z​e​r​ ​s​u​c​c​e​e​d​?​
 ​ ​ ​ ​i​f​ ​(​s​e​l​f​)​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​/​/​ ​G​i​v​e​ ​t​h​e​ ​i​n​s​t​a​n​c​e​ ​v​a​r​i​a​b​l​e​s​ ​i​n​i​t​i​a​l​ ​v​a​l​u​e​s​
 ​ ​ ​ ​ ​ ​ ​ ​[​s​e​l​f​ ​s​e​t​I​t​e​m​N​a​m​e​:​n​a​m​e​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​s​e​l​f​ ​s​e​t​S​e​r​i​a​l​N​u​m​b​e​r​:​s​N​u​m​b​e​r​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​s​e​l​f​ ​s​e​t​V​a​l​u​e​I​n​D​o​l​l​a​r​s​:​v​a​l​u​e​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​d​a​t​e​C​r​e​a​t​e​d​ ​=​ ​[​[​N​S​D​a​t​e​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​
 ​ ​ ​ ​}​

 ​ ​ ​ ​/​/​ ​R​e​t​u​r​n​ ​t​h​e​ ​a​d​d​r​e​s​s​ ​o​f​ ​t​h​e​ ​n​e​w​l​y​ ​i​n​i​t​i​a​l​i​z​e​d​ ​o​b​j​e​c​t​
 ​ ​ ​ ​r​e​t​u​r​n​ ​s​e​l​f​;​
}​


                


Other initializers and the initializer chain




                A class can have more than one initializer. First, let’s consider a hypothetical example. BNRItem could have an initializer 
                that takes only an NSString for the itemName. Its declaration would look like this:
            
-​ ​(​i​d​)​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​a​m​e​;​


                In this initializer’s definition, you wouldn’t replicate the code in the designated initializer. Instead, this initializer would simply 
                call the designated initializer, pass the information it was given as the itemName, and pass default values for the other arguments.
                
            
-​ ​(​i​d​)​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​a​m​e​
{​
 ​ ​ ​ ​r​e​t​u​r​n​ ​[​s​e​l​f​ ​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​n​a​m​e​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​0​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​@​"​"​]​;​
}​

Using initializers as a chain like this reduces the chance for error and makes maintaining code easier. For classes that have more than one initializer, the programmer who created the class chooses 
                which initializer is designated. 
                You only write the core of the initializer once in the designated initializer, and other
                initialization methods simply call that core with default values.

                
                Now let’s look at a real example. BNRItem actually has another initializer, init, which it inherits it from its superclass NSObject.
                If init is sent to an instance of BNRItem, none of the stuff you put in the designated
                initializer will be called. Therefore, you must link BNRItem’s implementation of init to 
                its designated initializer. 
            

                In BNRItem.m, override the init method to call the designated initializer with default values for 
                all of the arguments.

-​ ​(​i​d​)​i​n​i​t​
{​
 ​ ​ ​ ​r​e​t​u​r​n​ ​[​s​e​l​f​ ​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​@​"​I​t​e​m​"​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​0​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​@​"​"​]​;​
}​


            

                The relationships between BNRItem’s initializers (real and hypothetical) are shown 
                in Figure 2.14; the designated initializers are white, and the additional initializer is gray.
            
Figure 2.14  Initializer chain
[image: Initializer chain]



               Let’s form some simple rules for initializers from these ideas.
                
	
                    A class inherits all initializers from its superclass and can add as many as it wants for its own purposes.
                

	
                    Each class picks one initializer as its designated initializer.
                

	
                    The designated initializer calls the superclass’s designated initializer.
                

	
                    Any other initializer a class has calls the class’s designated initializer.
                

	
                    If a class declares a designated initializer that is different from its superclass,
                    the superclass’s designated initializer must be overridden to call the new 
                    designated initializer.
                



            
            

Using Initializers




                Currently, the code in main.m sends the message init to the new instance of BNRItem. With 
                these new initializer methods, this message will run the init method you just implemented in BNRItem, which 
                calls the designated initializer )initWithItemName:​valueInDollars:​serialNumber:) and passes default values. Let’s make sure this works as intended.
            

                In main.m, log the BNRItem to the console after it is initialized but before the setter messages 
                are sent.
                
B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​[​B​N​R​I​t​e​m​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

N​S​L​o​g​(​@​"​%​@​"​,​ ​p​)​;​

/​/​ ​T​h​i​s​ ​c​r​e​a​t​e​s​ ​a​ ​n​e​w​ ​N​S​S​t​r​i​n​g​,​ ​"​R​e​d​ ​S​o​f​a​"​,​ ​a​n​d​ ​g​i​v​e​s​ ​i​t​ ​t​o​ ​t​h​e​ ​B​N​R​I​t​e​m​
[​p​ ​s​e​t​I​t​e​m​N​a​m​e​:​@​"​R​e​d​ ​S​o​f​a​"​]​;​


            

                Build and run the application. Notice that the console spits out the following messages:
                
I​t​e​m​ ​(​)​:​ ​W​o​r​t​h​ ​$​0​,​ ​r​e​c​o​r​d​e​d​ ​o​n​ ​2​0​1​1​-​0​7​-​1​9​ ​1​8​:​5​6​:​4​2​ ​+​0​0​0​0​
R​e​d​ ​S​o​f​a​ ​(​A​1​B​2​C​)​:​ ​W​o​r​t​h​ ​$​1​0​0​,​ ​r​e​c​o​r​d​e​d​ ​o​n​ ​2​0​1​1​-​0​7​-​1​9​ ​1​8​:​5​6​:​4​2​ ​+​0​0​0​0​


            

                Now replace the code that initializes the BNRItem and the code sets its instance variables with a single 
                message send using the designated initializer. Also, get rid of the code that populates the NSMutableArray
                with strings and prints them to the console. In main.m, 
                make the following changes:
                
#​i​m​p​o​r​t​ ​<​F​o​u​n​d​a​t​i​o​n​/​F​o​u​n​d​a​t​i​o​n​.​h​>​
#​i​m​p​o​r​t​ ​"​B​N​R​I​t​e​m​.​h​"​

i​n​t​ ​m​a​i​n​ ​(​i​n​t​ ​a​r​g​c​,​ ​c​o​n​s​t​ ​c​h​a​r​ ​*​ ​a​r​g​v​[​]​)​
{​
 ​ ​ ​ ​@​a​u​t​o​r​e​l​e​a​s​e​p​o​o​l​ ​{​

 ​ ​ ​ ​ ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​i​t​e​m​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​O​n​e​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​w​o​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​@​"​T​h​r​e​e​"​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​i​n​s​e​r​t​O​b​j​e​c​t​:​@​"​Z​e​r​o​"​ ​a​t​I​n​d​e​x​:​0​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​[​i​t​e​m​s​ ​c​o​u​n​t​]​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​[​i​t​e​m​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​i​]​)​;​
 ​ ​ ​ ​ ​ ​ ​ ​}​
 ​ ​ ​ ​ ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​[​B​N​R​I​t​e​m​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​ ​%​@​ ​%​@​ ​%​d​"​,​ ​[​p​ ​i​t​e​m​N​a​m​e​]​,​ ​[​p​ ​d​a​t​e​C​r​e​a​t​e​d​]​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​[​p​ ​s​e​r​i​a​l​N​u​m​b​e​r​]​,​ ​[​p​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​]​)​;​
 ​ ​ ​ ​ ​ ​ ​ ​
 ​ ​ ​ ​ ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​[​B​N​R​I​t​e​m​ ​a​l​l​o​c​]​ ​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​@​"​R​e​d​ ​S​o​f​a​"​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​1​0​0​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​@​"​A​1​B​2​C​"​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​p​)​;​

 ​ ​ ​ ​ ​ ​ ​ ​i​t​e​m​s​ ​=​ ​n​i​l​;​
 ​ ​ ​ ​}​
 ​ ​ ​ ​r​e​t​u​r​n​ ​0​;​
}​


                Build and run the application. Notice that the console now prints a single BNRItem that was instantiated with the 
                values passed to BNRItem’s designated initializer.
            

Class methods




                Methods come in two flavors: instance methods and class methods.
                Instance methods (like init) are
                sent to instances of the class, and class methods (like
                alloc) are sent to the class itself. Class methods typically either
                create new instances of the class or retrieve some global property of the class. Class methods do not operate on an instance or have any access
                to instance variables. 
            

                Syntactically, class methods differ from instance methods by the first character
                in their declaration. An instance method uses the -
                character just before the return type, and a class method uses the + character.
                
            

                One common use for class methods is to provide convenient ways to create
                instances of that class. For the BNRItem class, it would
                be nice if you could create a random item so that you could test your
                class without having to think up a bunch of clever names. In BNRItem.h, declare a class
                method that will create a random item.

@​i​n​t​e​r​f​a​c​e​ ​B​N​R​I​t​e​m​ ​:​ ​N​S​O​b​j​e​c​t​
{​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​i​t​e​m​N​a​m​e​;​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​s​e​r​i​a​l​N​u​m​b​e​r​;​
 ​ ​ ​ ​i​n​t​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​;​
 ​ ​ ​ ​N​S​D​a​t​e​ ​*​d​a​t​e​C​r​e​a​t​e​d​;​
}​

+​ ​(​i​d​)​r​a​n​d​o​m​I​t​e​m​;​

-​ ​(​i​d​)​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​(​N​S​S​t​r​i​n​g​ ​*​)​n​a​m​e​
 ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​(​i​n​t​)​v​a​l​u​e​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​(​N​S​S​t​r​i​n​g​ ​*​)​s​N​u​m​b​e​r​;​



                Notice the order of the declarations for the methods. Class methods come first, followed by initializers, followed by any other methods. 
                This is a convention that makes your header files easier to read.
            
 
In BNRItem.m, implement
                randomItem to create,
                configure, and return a BNRItem instance. (Again, make sure this method is between the @implementation
                and @end.)

+​ ​(​i​d​)​r​a​n​d​o​m​I​t​e​m​
{​
 ​ ​ ​ ​/​/​ ​C​r​e​a​t​e​ ​a​n​ ​a​r​r​a​y​ ​o​f​ ​t​h​r​e​e​ ​a​d​j​e​c​t​i​v​e​s​
 ​ ​ ​ ​N​S​A​r​r​a​y​ ​*​r​a​n​d​o​m​A​d​j​e​c​t​i​v​e​L​i​s​t​ ​=​ ​[​N​S​A​r​r​a​y​ ​a​r​r​a​y​W​i​t​h​O​b​j​e​c​t​s​:​@​"​F​l​u​f​f​y​"​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​@​"​R​u​s​t​y​"​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​@​"​S​h​i​n​y​"​,​ ​n​i​l​]​;​

 ​ ​ ​ ​/​/​ ​C​r​e​a​t​e​ ​a​n​ ​a​r​r​a​y​ ​o​f​ ​t​h​r​e​e​ ​n​o​u​n​s​
 ​ ​ ​ ​N​S​A​r​r​a​y​ ​*​r​a​n​d​o​m​N​o​u​n​L​i​s​t​ ​=​ ​[​N​S​A​r​r​a​y​ ​a​r​r​a​y​W​i​t​h​O​b​j​e​c​t​s​:​@​"​B​e​a​r​"​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​@​"​S​p​o​r​k​"​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​@​"​M​a​c​"​,​ ​n​i​l​]​;​

 ​ ​ ​ ​/​/​ ​G​e​t​ ​t​h​e​ ​i​n​d​e​x​ ​o​f​ ​a​ ​r​a​n​d​o​m​ ​a​d​j​e​c​t​i​v​e​/​n​o​u​n​ ​f​r​o​m​ ​t​h​e​ ​l​i​s​t​s​
 ​ ​ ​ ​/​/​ ​N​o​t​e​:​ ​T​h​e​ ​%​ ​o​p​e​r​a​t​o​r​,​ ​c​a​l​l​e​d​ ​t​h​e​ ​m​o​d​u​l​o​ ​o​p​e​r​a​t​o​r​,​ ​g​i​v​e​s​
 ​ ​ ​ ​/​/​ ​y​o​u​ ​t​h​e​ ​r​e​m​a​i​n​d​e​r​.​ ​S​o​ ​a​d​j​e​c​t​i​v​e​I​n​d​e​x​ ​i​s​ ​a​ ​r​a​n​d​o​m​ ​n​u​m​b​e​r​
 ​ ​ ​ ​/​/​ ​f​r​o​m​ ​0​ ​t​o​ ​2​ ​i​n​c​l​u​s​i​v​e​.​
 ​ ​ ​ ​N​S​I​n​t​e​g​e​r​ ​a​d​j​e​c​t​i​v​e​I​n​d​e​x​ ​=​ ​r​a​n​d​(​)​ ​%​ ​[​r​a​n​d​o​m​A​d​j​e​c​t​i​v​e​L​i​s​t​ ​c​o​u​n​t​]​;​
 ​ ​ ​ ​N​S​I​n​t​e​g​e​r​ ​n​o​u​n​I​n​d​e​x​ ​=​ ​r​a​n​d​(​)​ ​%​ ​[​r​a​n​d​o​m​N​o​u​n​L​i​s​t​ ​c​o​u​n​t​]​;​

 ​ ​ ​ ​/​/​ ​N​o​t​e​ ​t​h​a​t​ ​N​S​I​n​t​e​g​e​r​ ​i​s​ ​n​o​t​ ​a​n​ ​o​b​j​e​c​t​,​ ​b​u​t​ ​a​ ​t​y​p​e​ ​d​e​f​i​n​i​t​i​o​n​
 ​ ​ ​ ​/​/​ ​f​o​r​ ​"​u​n​s​i​g​n​e​d​ ​l​o​n​g​"​

 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​r​a​n​d​o​m​N​a​m​e​ ​=​ ​[​N​S​S​t​r​i​n​g​ ​s​t​r​i​n​g​W​i​t​h​F​o​r​m​a​t​:​@​"​%​@​ ​%​@​"​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​[​r​a​n​d​o​m​A​d​j​e​c​t​i​v​e​L​i​s​t​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​a​d​j​e​c​t​i​v​e​I​n​d​e​x​]​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​[​r​a​n​d​o​m​N​o​u​n​L​i​s​t​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​n​o​u​n​I​n​d​e​x​]​]​;​

 ​ ​ ​ ​i​n​t​ ​r​a​n​d​o​m​V​a​l​u​e​ ​=​ ​r​a​n​d​(​)​ ​%​ ​1​0​0​;​

 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​r​a​n​d​o​m​S​e​r​i​a​l​N​u​m​b​e​r​ ​=​ ​[​N​S​S​t​r​i​n​g​ ​s​t​r​i​n​g​W​i​t​h​F​o​r​m​a​t​:​@​"​%​c​%​c​%​c​%​c​%​c​"​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​'​0​'​ ​+​ ​r​a​n​d​(​)​ ​%​ ​1​0​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​'​A​'​ ​+​ ​r​a​n​d​(​)​ ​%​ ​2​6​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​'​0​'​ ​+​ ​r​a​n​d​(​)​ ​%​ ​1​0​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​'​A​'​ ​+​ ​r​a​n​d​(​)​ ​%​ ​2​6​,​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​'​0​'​ ​+​ ​r​a​n​d​(​)​ ​%​ ​1​0​]​;​


 ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​n​e​w​I​t​e​m​ ​=​
 ​ ​ ​ ​ ​ ​ ​ ​[​[​s​e​l​f​ ​a​l​l​o​c​]​ ​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​r​a​n​d​o​m​N​a​m​e​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​r​a​n​d​o​m​V​a​l​u​e​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​r​a​n​d​o​m​S​e​r​i​a​l​N​u​m​b​e​r​]​;​
 ​ ​ ​ ​r​e​t​u​r​n​ ​n​e​w​I​t​e​m​;​
}​



            
 
                This method creates two arrays using the method arrayWithObjects:.  This method takes a list of objects terminated by nil.  nil is not added to the array; it just indicates the end of the argument list.
Then randomItem creates a string from a random adjective and noun,  a random integer value, and another string
                from random numbers and letters. It then creates an
                instance of BNRItem and sends it the designated
                initializer message with these randomly-created objects and int as parameters.
            
 
                In this method, you also used stringWithFormat:, which is a class method of
                NSString. This message is sent directly to
                NSString, and the method returns an NSString instance with
                the passed-in parameters. In Objective-C, class methods that return an
                object of their type (like stringWithFormat: and
                randomItem) are called convenience
                methods. 
            

                Notice the use of self in
                randomItem. Because randomItem is a class method,
                self refers to the BNRItem class
                itself instead of an instance. Class methods should use self in convenience methods
                instead of their class name so that a subclass can be sent the same message. In this case, if you create a subclass of
                BNRItem, you can send that subclass the message
                randomItem. Using self
                (instead of BNRItem) will allocate an instance of the class that was sent the message and set 
                the instance’s isa pointer to that class.
            

Testing your subclass




                Open main.m. Delete the code that previously created and logged
                a single BNRItem. Then add BNRItem instances to
                the array and log them instead. Change your main function to look just like this:
                

#​i​m​p​o​r​t​ ​<​F​o​u​n​d​a​t​i​o​n​/​F​o​u​n​d​a​t​i​o​n​.​h​>​
#​i​m​p​o​r​t​ ​"​B​N​R​I​t​e​m​.​h​"​

i​n​t​ ​m​a​i​n​ ​(​i​n​t​ ​a​r​g​c​,​ ​c​o​n​s​t​ ​c​h​a​r​ ​*​ ​a​r​g​v​[​]​)​
{​
 ​ ​ ​ ​@​a​u​t​o​r​e​l​e​a​s​e​p​o​o​l​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​*​i​t​e​m​s​ ​=​ ​[​[​N​S​M​u​t​a​b​l​e​A​r​r​a​y​ ​a​l​l​o​c​]​ ​i​n​i​t​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​[​B​N​R​I​t​e​m​ ​a​l​l​o​c​]​ ​i​n​i​t​W​i​t​h​I​t​e​m​N​a​m​e​:​@​"​R​e​d​ ​S​o​f​a​"​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​:​1​0​0​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​s​e​r​i​a​l​N​u​m​b​e​r​:​@​"​A​1​B​2​C​"​]​;​

 ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​p​)​;​

 ​ ​ ​ ​
 ​ ​ ​ ​ ​ ​ ​ ​f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​1​0​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​B​N​R​I​t​e​m​ ​r​a​n​d​o​m​I​t​e​m​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​p​]​;​
 ​ ​ ​ ​ ​ ​ ​ ​}​

 ​ ​ ​ ​ ​ ​ ​ ​f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​[​i​t​e​m​s​ ​c​o​u​n​t​]​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​[​i​t​e​m​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​i​]​)​;​
 ​ ​ ​ ​ ​ ​ ​ ​}​
 ​ ​ ​ ​

 ​ ​ ​ ​ ​ ​ ​ ​i​t​e​m​s​ ​=​ ​n​i​l​;​
 ​ ​ ​ ​}​
 ​ ​ ​ ​r​e​t​u​r​n​ ​0​;​
}​


            
 
                Build and run your application and then check the output in the log navigator. 
                All you did was replace what objects you added to the array, and the code runs perfectly 
                fine with a different output (Figure 2.15).
                Creating this class was a success.
            
Figure 2.15  Application result
[image: Application result]


 
                Check out the #import statements at the top of
                main.m. Why did you have to import the class header
                BNRItem.h when you didn’t you have to import, say,
                NSMutableArray.h?
                NSMutableArray comes from the Foundation framework, so it
                is included when you import Foundation/Foundation.h. On the
                other hand, your class exists in its own file, so you have to explicitly import
                it into main.m. Otherwise, the compiler won’t know
                it exists and will complain loudly. 
            


Exceptions and Unrecognized Selectors



 
            An object only responds to a message if its class implements the associated method. Objective-C is a dynamically-typed language, so it can’t always figure out at compile
            time (when the application is built) whether an object will respond to a message. Xcode will
            give you an error if it thinks you are sending a message to an object that won’t respond, but if it isn’t sure, it will let the application 
            build.
        

            If, for some reason (and there are many), you end up sending a
            message to an object that doesn’t respond, your
            application will throw an exception. Exceptions are also known as run-time errors because they occur once your application is running as opposed
            to compile-time errors that show up when your application is being built, or compiled. (We’ll come back to compile-time errors in Chapter 4.) 
        
 
            To practice dealing with exceptions, we’re going to cause one in RandomPossessions. In BNRItem.h, declare a new method:
            
@​i​n​t​e​r​f​a​c​e​ ​B​N​R​I​t​e​m​ ​:​ ​N​S​O​b​j​e​c​t​
{​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​i​t​e​m​N​a​m​e​;​
 ​ ​ ​ ​N​S​S​t​r​i​n​g​ ​*​s​e​r​i​a​l​N​u​m​b​e​r​;​
 ​ ​ ​ ​i​n​t​ ​v​a​l​u​e​I​n​D​o​l​l​a​r​s​;​
 ​ ​ ​ ​N​S​D​a​t​e​ ​*​d​a​t​e​C​r​e​a​t​e​d​;​
}​
-​ ​(​v​o​i​d​)​d​o​S​o​m​e​t​h​i​n​g​W​e​i​r​d​;​

+​ ​(​i​d​)​r​a​n​d​o​m​I​t​e​m​;​


        

            You are going to send the message doSomethingWeird to an instance of BNRItem. The problem?
            You didn’t implement doSomethingWeird in BNRItem.m – you only declared it in BNRItem.h.
            Therefore, BNRItem does not implement doSomethingWeird, and an exception will be thrown.
            In main.m, send this message to a BNRItem.
            
f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​1​0​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​B​N​R​I​t​e​m​ ​r​a​n​d​o​m​I​t​e​m​]​;​
 ​ ​ ​ ​[​p​ ​d​o​S​o​m​e​t​h​i​n​g​W​e​i​r​d​]​;​
 ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​p​]​;​
}​


            Build and run the application. Your application will compile, start running, and then halt. 
            Check your console and find the line that looks like this:
            
2​0​1​1​-​1​1​-​1​4​ ​1​2​:​2​3​:​4​7​.​9​9​0​ ​R​a​n​d​o​m​P​o​s​s​e​s​s​i​o​n​s​[​1​0​2​8​8​:​7​0​7​]​ ​*​*​*​
T​e​r​m​i​n​a​t​i​n​g​ ​a​p​p​ ​d​u​e​ ​t​o​ ​u​n​c​a​u​g​h​t​ ​e​x​c​e​p​t​i​o​n​ ​'​N​S​I​n​v​a​l​i​d​A​r​g​u​m​e​n​t​E​x​c​e​p​t​i​o​n​'​,​ ​r​e​a​s​o​n​:​
'​-​[​B​N​R​I​t​e​m​ ​d​o​S​o​m​e​t​h​i​n​g​W​e​i​r​d​]​:​ ​u​n​r​e​c​o​g​n​i​z​e​d​ ​s​e​l​e​c​t​o​r​ ​s​e​n​t​ ​t​o​ ​i​n​s​t​a​n​c​e​ ​0​x​1​0​0​1​1​7​2​8​0​'​


        
 
            This is what an exception looks like. What exactly is it saying? First it tells us the date, time, and name of the application. You can ignore that information and focus on what comes after the “***.” That line tells us that an exception occurred and the reason.
        

        The reason is the most important piece of information an exception gives you. 
            Here the reason tells us that an unrecognized selector was sent
            to an instance. You know that selector means message. You sent a message to an object,
            and the object does not implement that method. 
        
 
            The type of the receiver and the name of the message are also in this output, which makes it
            easier to debug. An instance of BNRItem was sent the
            message doSomethingWeird. The - at the
            beginning tells you the receiver was an instance of BNRItem. A
            + would mean the class itself was the receiver.
        

            Xcode did try to warn us that something bad might happen: check the issue navigator to see the 
            warning from the compiler that BNRItem has an incomplete implementation.
        

            There are two important lessons to take away from this. First, always check the console if your application halts or crashes;
            errors that occur at runtime (exceptions) are just as important as those that occur during compiling. Second, remember  
            that unrecognized selector means the message you are sending isn’t implemented by the receiver. 
            And by remember, I mean write it down somewhere. You will make 
            this mistake more than once, and you’ll want to be able to diagnose it quickly.
        
     
Some languages use try and catch blocks to handle exceptions. While Objective-C has this 
            ability, we don’t use it very often in application code. Typically, an exception is a programmer 
            error and should be fixed in the code instead of handled at runtime.
        

            Before continuing, remove the exception-causing code: first from main.m...
            
f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​1​0​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​p​ ​=​ ​[​B​N​R​I​t​e​m​ ​r​a​n​d​o​m​I​t​e​m​]​;​
 ​ ​ ​ ​[​p​ ​d​o​S​o​m​e​t​h​i​n​g​W​e​i​r​d​]​;​
 ​ ​ ​ ​[​i​t​e​m​s​ ​a​d​d​O​b​j​e​c​t​:​p​]​;​
}​


        and then from BNRItem.h...
            
-​ ​(​v​o​i​d​)​d​o​S​o​m​e​t​h​i​n​g​W​e​i​r​d​;​


        

Fast Enumeration



 
            Before
            Objective-C 2.0, we iterated through arrays the way you did in your main function:

f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​[​i​t​e​m​s​ ​c​o​u​n​t​]​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​i​t​e​m​ ​=​ ​[​i​t​e​m​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​i​]​;​
 ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​i​t​e​m​)​;​
}​


        
 
            Objective-C 2.0 introduced fast enumeration. With fast enumeration, you can write that code segment much more succinctly. Make the following change in main.m:

f​o​r​ ​(​i​n​t​ ​i​ ​=​ ​0​;​ ​i​ ​<​ ​[​i​t​e​m​s​ ​c​o​u​n​t​]​;​ ​i​+​+​)​ ​{​
 ​ ​ ​ ​B​N​R​I​t​e​m​ ​*​i​t​e​m​ ​=​ ​[​i​t​e​m​s​ ​o​b​j​e​c​t​A​t​I​n​d​e​x​:​i​]​;​
 ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​i​t​e​m​)​;​
}​

f​o​r​ ​(​B​N​R​I​t​e​m​ ​*​i​t​e​m​ ​i​n​ ​i​t​e​m​s​)​ ​{​
 ​ ​ ​ ​N​S​L​o​g​(​@​"​%​@​"​,​ ​i​t​e​m​)​;​
}​

i​t​e​m​s​ ​=​ ​n​i​l​;​


        

            In this chapter, we have covered the basics of Objective-C. In the next chapter, we will discuss memory management in Cocoa Touch.
        

Challenges




            Most chapters in this book will finish with at least one challenge that encourages you to take your work in the chapter one step further and prove to yourself what you’ve learned.  We suggest that you tackle as                many of these challenges as you can to cement your knowledge and move from learning iOS development from us to doing iOS development on your own. 
        

            Challenges come in three levels of difficulty: 
            
	
                    Bronze challenges typically ask you to do something very similar to what you did in the chapter. These challenges reinforce what you learned 
                    in the chapter and force you to type in similar code without having it laid out in front of you. Practice makes perfect.
                

	
                    Silver-level challenges require you to do more digging and more thinking. You will need to use methods, classes, and properties that you haven’t seen before. But the tasks are still similar to what you did
                    in the chapter.
                

	
                    Gold challenges are difficult and can take hours to complete. They require you to understand the concepts from the chapter and then do some quality thinking and problem-solving on your own.                                     Tackling these challenges will prepare you for the real-world work of iOS development. 
                




        

            Before beginning any challenge: always make a copy of your project directory in Finder and attack the challenge 
            in that copy. Many chapters build on previous chapters, and working on challenges in a copy of the project assures you will be able to progress through the book.
        

Bronze Challenge: Bug Finding



Create a bug in your program by asking for the eleventh item in the array. Run it and note the exception that gets thrown.

Silver Challenge: Another initializer




            Create another initializer method for BNRItem. This initializer is not the designated initializer of BNRItem. It 
            takes an NSString that identifies the itemName of the item and an NSString
            that identifies the serialNumber.
        

Gold Challenge: Another Class




            Create a subclass of BNRItem named BNRContainer. A BNRContainer should have an array 
            of subitems that contains instances of BNRItem. Printing the description of a BNRContainer
            should show you the name of the container, its value in dollars (a sum of all items in the container plus the value of the container itself), and a list of 
            every BNRItem it contains. A properly-written BNRContainer can contain instances of BNRContainer. It can also report back its full value and every contained item properly.
        

Are You More Curious?




        In addition to Challenges, many chapters will conclude with one or more “For the More Curious” sections. These sections offer deeper explanations of or additional information
        about the topics presented in the chapter. The knowledge in these sections is not absolutely essential to get you where you’re going, but we hope you’ll find it interesting
        and useful.
    

For the More Curious: Class Names




In simple applications like RandomPossessions, we only use a handful of classes. However, as applications grow larger and more complex,
        the number of classes grows. At some point, you will run into a situation where you have two classes that could easily 
        be named the same thing. This is bad news. If two classes have the same name, it is impossible for your program to figure out which one it should use. 
        This is known as a namespace collision.
    

        Other languages solve this problem by declaring classes inside a namespace. You can think of a namespace as a group, to which 
        classes belong. To use a class in these languages, you have to specify both the class name and the namespace. 
    

        Objective-C has no notion of namespaces. Instead, we prefix class names with two or three letters to keep them distinct. For example, in this exercise, the class was named 
        BNRItem instead of Item.
    

        Stylish Objective-C programmers always prefix their model and view classes. The prefix is typically related to the name of the application you are developing 
        or the library it belongs to. For example, if I were writing an application named “MovieViewer,” I would prefix all classes with MV.
        Classes that you will use across multiple projects typically bear a prefix that is related to your name (JC), your company’s name (BNR),
        or a portable library (a library for dealing with maps might use MAP).
    

        Controller objects, on the other hand, are typically only used in a single application and do not need a prefix. This isn’t a rule – you can prefix your controller objects 
        if you like, and you definitely should if they will be used in other applications.
    
                              
                Notice that Apple’s classes have prefixes, too. Apple’s classes are organized into frameworks (which we’ll talk about in Chapter 4), and each framework has its own
        prefix. For instance, the UILabel class belongs to the UIKit framework. The classes NSArray and NSString belong to
        the Foundation framework. (The NS stands for NeXTSTEP, the platform for which these classes were originally designed.)

3
Managing Memory with ARC




        In this chapter, you’ll learn how memory is managed in iOS and the concepts that underlie automatic reference counting, or ARC. We’ll start with some basics of application memory.
    
The Heap




All Objective-C objects are stored in a part of memory called the heap. When we send an alloc message to a class, 
                a chunk of memory is allocated from the heap. This chunk includes space for the object’s instance variables. 
            

                For example, consider an instance of NSDate, which represents a specific point in time. An NSDate has two instance variables: a double that stores the number of 
                seconds since a fixed reference point in time and the isa pointer, which every object inherits from NSObject. A double is eight bytes,
                and a pointer is 4 bytes, so each time alloc is sent to the NSDate class,
                12 bytes is allocated from the heap for a new NSDate object. 
            

                Consider another example: BNRItem. A BNRItem
                has five instance variables: four pointers (isa, itemName, serialNumber, and dateCreated)
                and an int (valueInDollars).
                The amount of memory needed for an int is four bytes, so the total size of a BNRItem is 20 bytes (Figure 3.1).
            
Figure 3.1  Byte count of BNRItem and NSDate instances
[image: Byte count of BNRItem and NSDate instances]



                Notice in Figure 3.1 that the NSDate object does not live inside the BNRItem. Objects never live inside one another; they 
                exist separately on the heap. Instead, objects keep references to other objects as needed. These references are the pointer instance variables of an object. 
                Thus, when a BNRItem’s dateCreated instance variable is set, the address of the NSDate instance 
                is stored in the BNRItem, not the NSDate itself. 
                So, if the NSDate was 10, 20, or even 1000 bytes, it wouldn’t affect the size of the BNRItem.)
                
            





End of sample




    To search for additional titles please go to 

    
    http://search.overdrive.com.   
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